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Abstract—Current network routing protocol design is faced
with novel challenges due to evolving network scale, various
network service demands, and dynamic network states. However,
the conventional finite state machine models lack both scalability
and flexibility for the description of network routing protocol
states. In this article, we enable scalability and flexibility into
network routing protocol by exploring and exploiting behavior
trees, where behavior trees can reformulate the network routing
protocol by characterizing state transformation as action nodes.
We first present a generic routing protocol architecture with a
comparative analysis of the behavior tree, finite state machine,
etc. Then, we propose an implementable functional scheme,
which provides a foundation for extending the functionality and
enabling flexible configurations towards the network routing
protocol. Finally, we design two use cases to verify that behavior
trees can effectively replace finite state machines and the excellent
scalability of behavior trees in terms of routing protocols.

Index Terms—Behavior Tree, Control Plane Decoupling, Net-
work Routing Protocol.

I. INTRODUCTION

The diversity of service demands, the increasing scale of
networks, and the dynamics of network situations involve
novel scalability and flexibility challenges to network routing
protocols [1]. On the one hand, most network routing protocols
leverage finite state machine (FSM) to manage the state
transitions in the network routing process [2], [3]. For instance,
the border gateway protocol (BGP), as described in [2], the
protocol operates with six states and experiences nineteen state
transitions. The open shortest path first (OSPF), as discussed in
[3], utilizes ten states to control packet flow. On the other hand,
the FSM describes the work of a system by defining a finite
number of states and transitions between states processes,
which usually consist of state, transfer and event [4]. Adopting
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the FSM in routing protocols presents several challenges as
networks scale, dynamics evolve, and service requirements
diversify, which are given as follows.

• Limited modularity and scalability: The FSM is inher-
ently linear and finite, requiring a redesign of the state
transition when new states or behaviors are added, which
makes scalability difficult.

• Poor expression of complex behaviors: The FSM is
suitable for simple, sequential task processing, but it tends
to become bloated and state explosion when dealing with
complex behaviors that are difficult to manage.

• Lack of parallel processing: The FSM executes tasks in
sequence order and is unable to handle multitasking or
prioritize tasks simultaneously.

• Limited fault handling and recovery: The FSM requires
the explicit design of additional error-handling states or
fallback mechanisms when a state fails to complete a task,
which increases design complexity.

Taking the BGP protocol as an example, it serves as a stan-
dardized protocol for exchanging routing information between
the Internet and autonomous systems. This is accomplished
by establishing adjacencies, advertising network prefixes, and
dynamically adjusting the optimal path based on various
policies [5]. Its FSM includes six states that manage the peer
sessions, including Idle, Connect, OpenSent, OpenConfirm,
Established, and Active, as shown in Fig. 1. However, as
network scale and dynamics increase, the BGP exhibits critical
vulnerabilities in route announcement verification and peer
authentication [6]. To ensure secure communication between
peers, a Security state can be introduced into the FSM. Before
a peer transitions to the Connect state, it must first enter
the Security state for identity authentication and certificate
verification; only upon successful validation can a connection
be established. Additionally, before the protocol moves to the
OpenConfirm state, the security and integrity of the received
Open message must be verified in the Security state. If
any security issues arise in the Established state after the
session has been established, it becomes necessary to access
the Security state to refresh the security parameters. This
analysis illustrates that introducing a single Security state
requires seven additional state transitions. As the number of
states increases, the complexity of state transition relationships
escalates significantly, leading to state explosion. Moreover, in
the BGP state transition process, subsequent steps are triggered
only when the execution result of the preceding step satisfies
the specified condition, preventing any synchronization of
operations.

Behavior tree (BT) offers a modular and flexible alternative
to the FSM [7]–[10]. The BT is a graphical mathematical
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Fig. 1: Scalable and flexible network routing protocol using behavior tree for BGP protocol. (a) Transition between BGP
internal finite state machine and behavior tree. (b) New finite state machine and behavior tree with added security state.

model designed to support reactive and fault-tolerant opera-
tions. It consists of five essential logical nodes: action, condi-
tion, fallback, sequence, and parallel [4]. The BT effectively
addresses limitations in the FSM. First, the BT modularity
results from its compositional structure, where each node
functions as an independent, self-contained unit representing
a distinct behavior or operation. This design allows nodes
to be added, removed, or modified without disrupting the
overall structure, making the BT highly adaptable and easy
to extend or integrate. Second, the various logical nodes in
the BT enable it to flexibly express complex logic without

increasing system complexity, while parallel nodes support
concurrent task execution. Finally, fallback nodes enhance
fault tolerance by automatically selecting alternative paths
when a task fails, providing greater flexibility in achieving
objectives. The authors in [7] demonstrated that the BT was
widely utilized in game development and robotics as a mod-
ular alternative to the FSM for managing complex decision-
making processes while maintaining stability under high load.
Drawing inspiration from this, we explore the potential of
the BT in network systems, which often experience instability
under heavy traffic. Accordingly, this article investigates the
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introduction of the BT into network routing protocols to
address these challenges. Our previous study in [2] applied
the BT to decouple processing logic from operational logic
and action execution in routing protocols. However, that work
was largely theoretical, lacking a practical implementation.
To fill this gap, we propose a realizable functional scheme
that establishes a foundation for extending functionality and
enables flexible, dynamic configuration of network routing
protocols. Additionally, the authors in [11] utilized the BT
in the power systems domain to manage protocol switching,
providing flexible control over the execution of operations.
In contrast, our approach utilizes the BT to construct the
process of the routing protocol itself, replacing the existing
FSM mechanisms within the protocol’s internal operations.

In this article, we explore and exploit the BT to achieve
flexibility and scalability of network routing protocols with
the following research contributions:

• Generic network routing protocol architecture: In this
article, we replace the FSM in routing protocols with the
BT and design a generic architecture based on the BT.
Then, we compare and analyze this architecture in eight
aspects with the FSM, hierarchical finite state machine
(HFSM), and decision tree (DT).

• Implementable functional scheme: To bridge the gap
between theory and implementation, this article proposes
an implementable functional scheme based on the BT to
decouple the control plane, enhancing the flexibility of
protocol functionality extensions.

• Proof-of-concept implementations: This article presents
two use cases. The first demonstrates the feasibility and
advantages of replacing the FSM in a routing protocol
with the BT. The second highlights the enhanced capa-
bilities for extending the protocol through leveraging the
BT.

The rest of this article is organized as follows. In Section
II, we provide an overview of the concept of the BT and
compare it with existing control architectures. In Section III,
we focus on the application of the BT in routing protocols and
design a generic network routing protocol architecture based
on the BT. In Section IV, we present the feasibility analysis of
leveraging the BT as an alternative for the FSM, along with
a scalability analysis based on the BT through two use cases.
Finally, conclusion is drawn in Section V.

II. BASICS AND ANALYSIS OF BEHAVIOR TREES FOR
NETWORK ROUTING PROTOCOL CHALLENGES

This section provides a brief overview of the BT and
five types of logical nodes, leveraging the BGP protocol to
illustrate the application of the BT in network routing proto-
cols. Subsequently, we conduct a comparative analysis of the
relationship between the BT and existing control architectures.

A. Basics and Logic Nodes of Behavior Tree

The BT is a widely applied graphical model for reactive
and fault-tolerant task execution in gaming and robotics [4].
However, the application of the BT in routing protocols has not
been fully explored. The modular structure of the BT enhances
clarity and reduces design errors, with its strengths rooted
in modularity, scalability, and reusability. The BT operates

through five types of logical nodes: sequence, fallback, paral-
lel, condition, and action. Among these, the sequence, fallback,
and parallel nodes are composite nodes, each producing one
of three possible outcomes: success, failure, or running. Child
nodes that can be attached to a composite node include action,
condition, and other composite nodes.

The five types of logical nodes as follows.
• Fallback nodes, also known as selectors, execute from

left to right. If any child node succeeds, the following node
stops execution and returns success. If all child nodes fail, the
fallback node returns failure.

• Sequence nodes execute from left to right, returning suc-
cess only if all child nodes succeed. If any node fails, the
sequence node returns failure, and the remaining nodes are
not executed.

• Parallel nodes determine their return status based on a
predefined strategy, allowing threshold values to be set for the
number of successes and failures. Specifically, if a parallel
node has N child nodes, success and failure thresholds can be
set at Q and P, respectively, where P ≤ Q ≤ N. The node
returns success if at least Q child nodes succeed, and failure
if at least P child nodes fail.

• Action nodes perform the necessary functions for the cu-
rrent network. They return success when the operation com-
pletes successfully, failure if it fails, or running when the
operation is still in progress.

• Condition nodes serve the purpose of decision-making
and return success if a given condition is met; otherwise, they
return failure. These nodes do not influence the internal state
of BT and are primarily intended to enhance its readability.

We utilize five types of logical nodes to implement the FSM
to the BT conversion for the BGP protocol. The BT begins at
the root node and initially enters a fallback node. When no
event is triggered, the action keeps Idle. If an event is triggered,
the process enters a parallel node consisting of four fallback
nodes. These four fallback nodes are as follows. For the first
fallback node, if a start event is triggered and then enters the
sequence node. The first action in the sequence node is the
transition to Connect. Subsequently, a sequence node with two
fallback nodes is executed. Following a left-to-right sequence,
the first fallback node within this sequence checks if the
transmission control protocol (TCP) connection is successful.
The action will transition to Active if the connection fails.
The second fallback node within this sequence assesses if
the retry connection has timed out. If it has, the action is to
transition back to Connect. For the second fallback node, the
system determines if the TCP connection has been established.
If it has, the action is to transition to OpenSent. For the
third fallback node, the system waits to receive an open
message from a peer node after sending an open message in
the current node. The action is to transition to OpenConfirm
if received. For the fourth fallback node, the system waits
for a keepalive message from a peer node. If received, the
action is to transition to Established, where update messages
are exchanged to learn route entries. Based on the threshold
settings of the parallel nodes, if any of the four fallback nodes
return failure, the entire parallel node immediately returns a
failure to the connected fallback node, taking the action to
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TABLE I: Comparative analysis of finite state machine, hierarchical finite state machine, decision tree and behavior tree.

FSM HFSM DT BT

Hierarchy

Readability

Reusability 

Portability
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Unit of state. Unit of decision result. Unit of function subtree.
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one-way transfer
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hierarchical execution,

one-way transfer.
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hierarchical executioon, 

tree visualization.
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Fair Good Excellent

Poor Poor Average Excellent

Logic is easy, 
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Logic is easy, 

coding is complex.
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Logic is easy, 
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2.Parallel is easy to
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2. Difficult to learn
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1.Modular easy
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2.Logic node control

action execution;
3.Visualization manual

design operation interface.

Method

Attributes
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1. Low parallelism;
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low coupling.

transition to Idle. Only when all four fallback nodes execute
success does the root node ultimately receive success. In Fig.
1, the BT replaces the complex task-transition relation of the
FSM by adding only three branches based on the template.

The transition from the FSM to the BT introduces several
challenges. A primary concern is compatibility, as integrating
the BT into existing routing protocols may lead to conflicts
with the FSM. To address this issue, we adopt a phased
approach, implementing incremental replacements rather than
undertaking a complete overhaul, thereby ensuring a smooth
transition and preserving system compatibility. Regarding de-
bugging verification, while the BT offers two-way feedback, it
lacks the capability to identify which specific function mount-
ed under the logical node is malfunctioning. Consequently,
this article proposes a feedback mechanism utilizing sockets
within the mounted functions, facilitating more precise fault
localization.
B. Comparative Analysis of Finite State Machine, Hierarchi-
cal Finite State Machine, Decision Tree and Behavior Tree

We compare the BT with other similar control architectures,
including the FSM, HFSM, and DT, across eight aspects:
modularity, hierarchy, readability, reusability, portability, mod-
ifiability, testability, and robustness, as presented in TABLE I.
The definitions of these aspects are as follows: Modularity
refers to the decomposition of a large program or system into
smaller, more manageable modules or components. Hierarchy
is a principle in software architecture that structures a system
into various levels or layers. Reusability indicates that code
or modules can be utilized across multiple projects or systems
with minimal or no modifications. Portability signifies that the
system can operate across different environments with little or
no changes. Robustness denotes a program’s resilience and
reliability when encountering erroneous inputs or unexpected

situations.
The comparisons in TABLE I are analyzed as follows:
1) Modularity: The smallest control unit differs across

the four methods. Both the BT and the DT exhibit strong
modularity, the HFSM has partial modularity, while the FSM
lacks modularity entirely. The BT combines the structural
aspects of the HFSM with the decision-making capabilities
of the DT within a tree-like structure, offering a flexible and
modular approach for representing complex behaviors [12].

2) Hierarchy: Both the FSM and the HFSM are event-
driven with unidirectional transitions. The DT employs recur-
sive classification to form a hierarchical tree structure, while
the BT features a tick-driven, bidirectional hierarchical tree
structure [13].

3) Readability: According to [14], the BT offers more
excellent readability than the FSM and the HFSM, mainly for
handling complex state problems. In this article, the FSM of
BGP extends a Security state by adding seven state transition
relations, as shown in Fig. 1, and the readability of the FSM
is worse than that of the BT. Its tree structure and modularity
enhance clarity. The DT also provides an intuitive structure,
making it easy to understand [4].

4) Reusability: The BT demonstrates the highest reusability
due to its strong modularity. The FSM is not modular and has
the worst reusability. The HFSM offers reusability due to its
hierarchical design, while DT’s remains uncertain.

5) Portability: The logic of all four methods is simple,
but in terms of code development, the BT is the easiest to
develop based on templates; the DT is one of the most popular
algorithms in machine learning, though its implementation
complexity may vary. The FSM and HFSM are more challeng-
ing to code for complex scenarios, as they require managing
multiple states and transitions.
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6) Modifiability: The FSM, HFSM, and DT require manual
modification and compilation by the developer for updates.
In contrast, the BT supports automatic updates that can be
triggered dynamically in response to different scenarios.

7) Testability: The four methods are tested with appropriate
test tools.

8) Robustness: The FSM and HFSM struggle with complex
states and parallel operations, while the DT’s sensitivity to
data changes leads to lower robustness. In contrast, the BT’s
modular design and decoupled structure provide enhanced
flexibility and robustness, making it more suitable for intricate
environments.
III. BEHAVIOR TREES IN NETWORK ROUTING PROTOCOL

In this section, we first present a generic network routing
protocol architecture. Then, we propose an implementable
functional scheme.
A. Generic Network Routing Protocol Architecture of Behav-
ior Tree

The generic routing protocol architecture proposed in this
article aligns with the distributed structure of the Internet.
However, when a new protocol is introduced to a network
element, all other elements within the management domain
require structural updates, as noted in [15]. This necessity for
widespread adjustments presents practical challenges, often
resulting in lengthy implementation processes. To address
these issues, we propose a new routing protocol architecture
with a three-plane structure: the management plane, the control
plane, and the data plane, as shown in Fig. 2.

In the management plane, the intent analysis module primar-
ily translates user intent into executable operations for network
devices. First, user inputs in various forms are converted
into natural language, with keyword extraction and intent
interpretation performed through natural language processing.
Complex intents are broken down into subtasks, which are
then transformed into executable operations based on current
network data and available network capabilities. The BT
visualization module enables the construction of a BT frame-
work using an editor, forming a basic operational template
guided by the output of the intent analysis module. These
BT templates are dynamically adjusted and reorganized during
the subsequent decision-making process according to feedback
from the resource awareness module.

In the control plane, network policies are generated by
combining data from the routing policy repository with re-
source information on the calculation, memory, security, and
forward capabilities sensed from the network. The control
plane leverages the BT to separate control policies from
control executions. The decision module applies decision rules
through logical nodes within the BT, sending control signals
to the execution module to carry out specific operational tasks.
The execution module then assigns the generated routing table
entries to Zebra, which interacts with the kernel to forward
packets to the data plane. This process uses the open-source
routing suite FRRouting, which includes multiple standard
routing protocols. Zebra, the core daemon, manages routing
tables and facilitates communication between the kernel and
user space.

The data plane is designed to prioritize network topology
and end-user deployment. Each network node integrates a BT,
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Fig. 2: Generic network routing protocol architecture using
behavior tree.

which can be configured or activated to meet specific user
requirements.
B. Implementable Functional Scheme of Behavior Tree

Building on our prior research [2], we reconstruct complex
control logic for routing protocols utilizing the BT from a
practical implementation perspective. Taking the intermediate
system to intermediate system (IS-IS) routing protocol as an
example, we model the entire process, from link establishment
to final packet forwarding, leveraging the BT framework, as
illustrated in Fig. 3.

During execution, control logic templates are constructed
flexibly by editing control rules within the BehaviorTree.CPP
editor and selecting logic nodes through the graphical us-
er interface provided by the Groot plugin. This component
primarily executes the source code of the network routing
protocol during logical control operations. Furthermore, sock-
ets are employed to link control rules to the action nodes
of the BT, facilitating real-time reflection of the protocol’s
current status. For instance, at time T 1, four actions are de-
fined: EXTABLISH CONNECT, SEND HELLO PDU, CIR-
CUIT UP, and FORWARD, which are executed sequentially
as the protocol operates. To introduce a New Function be-
tween CIRCUIT UP and FORWARD at time T n, an action
node is inserted in Groot. It is important to note that newly
added modules necessitate the prior preparation of the BT-
based control logic templates. This approach significantly sim-
plifies the extension of routing protocols with new functions,
enhancing both the flexibility and scalability of protocol design
and development.
IV. PROOF-OF-CONCEPT IMPLEMENTATION OF BEHAVIOR

TREE FOR ROUTING PROTOCOL

In this section, we design two use cases. Use case 1
establishes an equivalence analysis between the BT and the
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Fig. 3: Implementable control plane decoupling architecture
of flexible network routing protocol utilizing behavior tree.

FSM, while use case 2 illustrates the scalability of the BT for
extending routing functionalities.

A. Use Case 1: An Equivalence Verification between Behavior
Tree and Finite State Machine

In this use case, we demonstrate the equivalence between
the BT and the FSM. We establish a network topology
utilizing the IS-IS protocol from the open-source IP routing
suite FRRouting. Developed in C, this suite encompasses
various standard routing protocols, including BGP, OSPF, and
IS-IS, which contributes to its widespread adoption among
organizations and institutions.

In the simulation, we configure network topologies con-
sisting of three and five nodes, respectively. Focusing on
the five-node configuration, which includes R1, R2, R3, R4,
and R5, each node is configured with the IS-IS protocol and
connected sequentially. During the conversion of the FSM
to the BT mechanism within the IS-IS protocol, developers
face significant challenges, primarily involving a comprehen-
sive understanding of the state transition logic and interface
relationships within the FSM code of the existing protocol.
To address these challenges, developers need to accurately
identify the relevant modules in the implementation code and
systematically organize the FSM transition rules. We restruc-
ture the 149 lines of code in the isis csm.c file according to
the execution logic of the BT, leading to a total of 181 lines.
This modification includes redesigning both state transitions
and functional modules. Although these adjustments require
code modifications, the challenges during development are
effectively managed through proper modularization.

We employ five virtual machines to emulate network nodes,

each operating on Ubuntu 20.04. The experiment utilizes the
ping tool to simulate packet transmission. We execute the com-
mand “ping 192.168.137.128” to assess link connectivity from
R1 to R5. The evaluation method involves manually disrupting
the link between R3 and R4 for 40 seconds during data transfer
before restoring the connection. We measure the reconvergence
time for two mechanisms: the FSM-based protocol and the
BT-based protocol. Convergence is defined in terms of packet
reachability, indicating that packet transmission within the
network is restored following a link failure or update.

In the results, we present the distribution of ten data sets for
each method, as illustrated in Fig. 4. The analysis reveals that
the average convergence time for the BT-based protocol is 29.9
seconds, which is 0.8 seconds faster than the 30.7 seconds
recorded for the FSM-based protocol. Similarly, in a three-
node network, the average convergence time for the BT is
27.9 seconds, demonstrating a 0.4 seconds advantage over the
FSM, which has an average convergence time of 28.3 seconds.
These results indicate that the BT can effectively substitute the
FSM in protocol implementations.

0

5

10

15

20

25

30

35

40

1 2 3 4 5 6 7 8 9 10

FSM BT FSM_Average BT_Average

C
o

n
v

er
g

en
ce

 t
im

e 
/s

Fig. 4: Verification of the equivalence between finite state
machines and behavior trees, with a comparative analysis of

routing convergence time after replacing the circuit state
machine component in the IS-IS routing protocol with the

behavior tree.

B. Use Case 2: An Scalability Analysis for Behavior Tree

In this use case, we focus on demonstrating the scalability
of the BT in terms of improved routing functionality.

Network failures and dynamic topology changes are primary
factors affecting data transmission reliability. Conventional
routing protocols often require time to converge following link
state changes, which can lead to packet loss. Our research aims
to implement a more rapid response mechanism through the
BT to improve routing performance and mitigate the risk of
data loss.

The new routing enhancement function is triggered when
a packet transmission route is disrupted in the initial routing
protocol. Specifically, when a port on a network node fails,
the system promptly computes all available routes to the
destination node. A new routing table format, based on the
IPv6 routing table, is developed to accommodate these newly
computed paths, which are subsequently inserted into the
appropriate table entries. This updated table is then transmitted
to the data forwarding plane to resume packet transmission.
This design effectively reduces link state convergence time
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Fig. 5: Scalability of routing protocol functionalities utilizing
the behavior tree to compare the impact on packet loss rates

before and after the extension.

compared to the initial routing protocol. However, every
approach has its drawbacks, which can result in additional
overhead due to the need to carry network connection status
information.

In the simulation, the network is configured such that R1,
R2, and R3 are interconnected, R4 connects to R1 and h1,
R5 connects to R2 and h2, and R6 connects to R3 and h3.
We transmit varying numbers of packets from h2 to h3,
subsequently interrupting the link between R2 and R3 to
monitor the packet loss rate. Throughout the experiment, we
record the packet loss before and after the extension of the
new routing enhancement functionality BT for a comparative
analysis. As illustrated in Fig. 5, following the enhancement,
the packet loss rate for all packets significantly decreases,
while the packet loss rate prior to the enhancement ranged
from approximately 40% to 50%. These results demonstrate
that the BT exhibits strong scalability in dynamically adjusting
routes, particularly in environments characterized by frequent
changes in link states.

V. CONCLUSION

In this article, we proposed a generic architecture for
network routing protocols that leveraged the behavior tree to
improve scalability and flexibility. Furthermore, we presented
a functional scheme that enabled the effective deployment of
the routing protocol. Finally, we conducted a proof-of-concept
leveraging two use cases, revealing that: 1) the behavior tree
served as an effective alternative to the finite state machine,
achieving superior average routing convergence speeds, and 2)
the behavior tree demonstrated scalability in adapting to dy-
namic routing adjustments. In future work, we plan to validate
our method in larger and more complex network topologies,
evaluate performance metrics such as CPU, memory overhead,
and latency, and further clarify integration details. Additional-
ly, we aim to explore incremental behavior tree adoption for
conventional systems to enhance flexibility and demonstrate
practical applications in platforms such as software-defined
wide area networks, 5G, and the Internet of Things.
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