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Abstract

We introduce two new particle-based algo-
rithms for learning latent variable models
via marginal maximum likelihood estimation,
including one which is entirely tuning-free.
Our methods are based on the perspective
of marginal maximum likelihood estimation
as an optimization problem: namely, as the
minimization of a free energy functional. One
way to solve this problem is via the discretiza-
tion of a gradient flow associated with the
free energy. We study one such approach,
which resembles an extension of Stein varia-
tional gradient descent, establishing a descent
lemma which guarantees that the free energy
decreases at each iteration. This method, and
any other obtained as the discretization of the
gradient flow, necessarily depends on a learn-
ing rate which must be carefully tuned by the
practitioner in order to ensure convergence at
a suitable rate. With this in mind, we also
propose another algorithm for optimizing the
free energy which is entirely learning rate free,
based on coin betting techniques from convex
optimization. We validate the performance
of our algorithms across several numerical ex-
periments, including several high-dimensional
settings. Our results are competitive with
existing particle-based methods, without the
need for any hyperparameter tuning.

1 INTRODUCTION

In statistics and machine learning, probabilistic latent
variable models pg(z, x) comprising model parameters
6 € © C R%  unobserved latent variables z € Z C R,
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and observations © € X C R%, are widely used to
capture the hidden structure of complex data such as
images (Bishop, 2006), audio (Smaragdis et al., 2006),
text (Blei et al., 2003), and graphs (Hoff et al., 2002).
In this paper, we consider the task of estimating the
parameters in such models by maximizing the marginal
likelihood of the observed data,

0, = argmax py(x) := argmax/ po(z,2)dz, (1)
9ce gco  Jz

and quantifying the uncertainty in the latent
variables through the corresponding posterior
po, (z|z) = po,(2,2)/pe, (x). This framework, which
represents a pragmatic compromise between frequentist
and Bayesian approaches, is known as the empirical
Bayes paradigm (Robbins, 1956; Casella, 1985).

A classical approach for solving the marginal maxi-
mum likelihood estimation (MMLE) problem in (1) is
the Expectation Maximization (EM) algorithm (Demp-
ster et al., 1977). This iterative method consists of two
steps: an expectation step (E-step) and a maximization
step (M-step). In the ' iteration, the E-step involves
computing the expectation of the log-likelihood with re-
spect to the current posterior distribution p; := pg, (-|2)
of the latent variables, viz,

Qu(0) = /Z log 0(2) 14 (2)dz, (B)

where 1y (2) := pg(z, ) denotes the joint density of z
and z, given fixed z € R%. Meanwhile, the M-step
involves optimizing this quantity with respect to the
parameters, namely

0111 := argmax Q;(0). (M)

0O
Under fairly general conditions, this procedure guaran-
tees convergence of the parameters 6, to a stationary
point 8, of the marginal likelihood, and convergence of
the corresponding posterior approximations pg, (-|) to
po, (+]z) (Wu, 1983; Redner and Walker, 1984; McLach-
lan and Krishnan, 2007; Balakrishnan et al., 2017). In
many applications of interest, neither the E-step nor
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the M-step is analytically tractable, in which case it
is necessary to use approximations. In particular, the
M-step can be approximated using numerical optimiza-
tion routines (Meng and Rubin, 1993; Liu and Rubin,
1994; Lange, 1995). Meanwhile, the E-step can be ap-
proximated via Monte-Carlo methods, leading to the
so-called Monte Carlo EM (MCEM) algorithm (Wei
and Tanner, 1990; Tanner, 1993; Chan and Ledolter,
1995; Booth and Hobert, 1999; Cappé et al., 1999;
Sherman et al., 1999), or otherwise a Robbins-Monro
type stochastic approximation procedure (Robbins and
Monro, 1951; Kushner and Clark, 1978), resulting in
the stochastic approximation EM (SAEM) algorithm
(Delyon et al., 1999). In practice, it is often not possible
to sample exactly from the current posterior distribu-
tion pg, (+|z). In this setting, it is standard to use a
Markov chain Monte Carlo (MCMC) approximation for
the E-step (e.g., McCulloch, 1997; Levine and Casella,
2001; Fort and Moulines, 2003; Levine and Fan, 2004;
Caffo et al., 2005; Fort et al., 2011; Atchadé et al., 2017;
Qiu and Wang, 2020; Nijkamp et al., 2020; De Bortoli
et al., 2021).

In this paper, we follow a different approach, based on
an observation first made in Neal and Hinton (1998),
and recently revisited in Kuntz et al. (2023), that the
EM algorithm can be viewed as coordinate-descent on
a free-energy functional F (see Sec. 2.1). Leveraging
this perspective, Kuntz et al. (2023) obtain a set of
particle-based algorithms for optimizing the free energy,
and thus for solving (1). A similar approach has since
also been studied by Akyildiz et al. (2023). We provide
a more detailed discussion of these works in Section 3.

Both in theory and in practice, the performance of these
methods relies on a careful choice of hyperparameters
such as the learning rate. In particular, the learning
rate must be small enough to ensure stability of the
parameter updates, whilst also large enough to guaran-
tee convergence at a reasonable rate (Akyildiz et al.,
2023, Theorem 1). The situation is additionally compli-
cated by the interdependence between the parameters
and the latent variables, as well as the sensitivity of
the learning rate to other hyperparameters such as
the number of particles. As a result, it is typically
necessary to make use of heuristics such as Adagrad
(Duchi et al., 2011), Adam (Kingma and Ba, 2015), or
RMSProp (Tieleman and Hinton, 2012), or otherwise
to resort to computationally expensive quasi-Newton
updates (Kuntz et al., 2023, App. C) which exploit
a second order approximation of the log-likelihood to
better capture its local geometry. In this context, it is
natural to ask whether we can obtain alternative algo-
rithms which are more robust to different specifications
of the learning rate, or even remove the dependence on
the learning rate entirely.

Our contributions. In this paper, we propose two
new particle-based algorithms for MMLE in latent vari-
able models, including one which is completely tuning
free. Our methods can be applied to a very broad class
of latent variable models, namely, any for which the
density pg(z, ) is differentiable in 6 and z. Inspired by
Kuntz et al. (2023), both of our algorithms are rooted
in the viewpoint of MMLE as the minimization of the
free energy functional. Our first approach, SVGD EM,
is motivated by recent developments in the theory and
application of gradient flows on the space of probability
measures (e.g., Otto, 2001; Ambrosio et al., 2008; Dun-
can et al., 2023). In particular, SVGD EM corresponds
to the discretization of a particular gradient flow of
the free energy F on © x Py(Z), and resembles a gen-
eralization of the popular Stein variational gradient
descent (SVGD) algorithm. Meanwhile, our second
approach, Coin EM, is inspired by the parameter-free
stochastic optimization methods developed by Orabona
and coworkers (Orabona and Pal, 2016a; Orabona and
Tommasi, 2017), and their recent extension to the space
of probability measures (Sharrock and Nemeth, 2023).
In particular, Coin EM leverages a reduction of the
minimization of the free energy to two interacting coin
betting games. Unlike our first algorithm, or the recent
schemes in Akyildiz et al. (2023); Kuntz et al. (2023),
Coin EM does not correspond to the time-discretization
of any gradient flow, and has no learning rates. It thus
bears little resemblance to existing particle-based meth-
ods for training latent variable models.

After introducing our algorithms, we study the conver-
gence properties of SVGD EM, establishing a descent
lemma which guarantees that this algorithm decreases
the free energy at each iteration. We then illustrate the
performance of our algorithms on a wide range of exam-
ples, including a toy hierarchical model, two Bayesian
logistic regression models, two Bayesian neural net-
works, and a latent space network model. Our results
indicate that SVGD EM and Coin EM achieve compa-
rable or superior performance to existing particle-based
EM algorithms, with Coin EM removing entirely the
need to tune any hyperparameters.

2 MAXIMUM LIKELIHOOD
TRAINING OF LATENT
VARIABLE MODELS

Notation. We will make use of the following notation.
Let P2(Z) denote the set of probability measures with
finite second moment. Given pu € Pa(Z2), let L%(u)
denote the space of functions f: Z — Z such that
SIfIPdp < oo, with || - ||z, and (-, ) £2(,) the norm
and inner product in this space. For u € P2(Z) and
measurable T : RY — R?, we write 7. o for the push-
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forward of p under T'. For u,v € P2(Z), the quadratic
Wasserstein distance between p and v is defined
by W22(:U’7 V) = inf'yEF(u,u) fZXZ Hzl - 22||27(dzlv dz?)’
where T'(u, v) is the set of couplings between p and v.
This is indeed a distance over P2 (X) (Ambrosio et al.,
2008, Chapter 7.1). Finally, we refer to (P2(Z), Ws) as
the Wasserstein space.

We will later also write k: R x R — R for a posi-
tive semi-definite kernel, Hy, for the reproducing kernel
Hilbert space (RKHS) associated with this kernel, and
H = ng for the product RKHS with elements f =
(fi,--, fa.), with fi € Hy. We also write S, : L?(p) —
‘H for the integral operator associated with k£ and the
measure 1, defined as S, f(2) = [pa k(z, w) f(w)p(dw),
and P, : L?(u) — L%*(u) for the operator P, =.S,,,
where ¢ : H — L?(p) is the inclusion map, with ad-
joint ¢* = S,. This map differs from S, only in its
range.

2.1 The Free Energy

Our approaches will leverage the viewpoint of marginal
maximum likelihood estimation as minimization of the
free-energy functional F : © x P(Z) — R, defined
according to

FO,p) = /log #lz)

mo(2)

p(z)dz. 2)

To be precise, we build on the observation made in Neal
and Hinton (1998), and recently revisited in Kuntz
et al. (2023), that finding 6, = argmaxycg po(r) and
computing the corresponding posterior . = pyg, (-|x) is
equivalent to solving the joint minimization problem

(9*, ,u*) = ]:(9’ :u)' (3)

arg min
(0,0)EOXP2(Z2)
In particular, as noted in Neal and Hinton (1998), the
EM algorithm corresponds precisely to a coordinate
descent scheme applied to F: given an initial 6y € ©,
solve

pe i= arg min F (6, 1), (E)
HEP2(Z)
0141 := argmin F (6, ), (M)
0coe

until convergence. Despite the simplicity of this ap-
proach, its practical use is limited for more complex
models. In particular, it can only be applied when it is
possible to solve the two optimization subroutines (i.e.,
compute the E-step and the M-step) exactly.

2.2 Minimizing the Free Energy using a
Stein-Variational Gradient Flow

As pointed out in Kuntz et al. (2023), instead of using
(E) and (M) in order to solve (2), a natural alternative

is to use a discretization of a gradient flow associated
with (2). We are then faced with several questions.
First, what is an appropriate notion of the gradient
flow of the functional F(6,u)? Second, how should
we discretize this flow? Regarding the first question,
a natural way in which to construct a gradient flow
for F(0, 1) is to consider a Euclidean gradient flow
w.r.t. the first argument, and a Wasserstein gradient
flow w.r.t. the second argument (e.g., Ambrosio et al.,
2008, Chapter 11). In particular, we will say that
(0, 1) : [0,00) = ©xPy(Z) is a solution of a ‘Euclidean-
Wasserstein’ gradient flow of F if|

00, = —Ve}—(f)t»/it) (4)
Oty = =V, F (O, p1e), (5)

where VoF(0,p) is the Euclidean gradient of
‘F('hu) at 97 and VH‘F(GMU) = _V'(MVW?,]:(G’.“))a
with Vy,F(u,0) denoting the Wasserstein gradi-
ent of F(0,-) at u, which exists and is given by
Vw, F(p,0) = V. log(£-) under mild regularity con-
ditions on p € P2(Z) (Ambrosio et al., 2008, Lemma
10.4.13). Explicitly, the gradients in (4) - (5) are given
by

VoF(0,p) = — [ Vologmy(2)u(z)dz, (6)
VuFO0) = -V (uVal0g (L)) (@)

To obtain an implementable discrete-time algorithm,
an obvious choice is to consider an explicit Euler dis-
cretization of (4) - (5) which, for t € Ny, corresponds
to!

0111 = 0+ [ Vologme, (2)pt(2)dz, (8)
— (id — Mt
pon = (1d=Valog (220) e )

where v > 0 is a step size or learning rate, and id is the
identity map. Unfortunately, implementing this scheme
would require estimating the density of u; based on
samples, which is rather challenging.

Inspired by Stein Variational Gradient Descent (SVGD)
(Liu and Wang, 2016), suppose that we replace
the Wasserstein gradient Vi, F (0, y) by its image
P,,Vw,F (0, p1t), under the integral operator P,,.
This essentially plays the role of the Wasserstein gra-
dient in the RKHS #H;. Under the assumption that
limy ;|00 k(2,)m(2) = 0, we have, using integration
by parts (e.g., Liu and Wang, 2016), that

PV log (£)() (10)
=— / [V:logmg(2)k(z,-) + V.k(z,)] n(z)dz.

Tn a slight abuse of notation, we use ¢ to index both
time in the continuous-time dynamics, and the iteration
in the discrete-time algorithm. The appropriate meaning
should always be clear from context.
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Algorithm 1 SVGD EM

1: Input: number of iterations T, number of particles N, initial particles {zé}fil ~ Lo, initial 6y, target m,

kernel k, learning rate v > 0.
2: fort=0,1,...,T—1do
3:

’y .
Opy1 =0 + N;VB log g, (21)
- N
Zp1 =2+ ﬁz

1

, J
4: return O and {5}V .

({2t )V 2 log o, (20) + Vyk(ed 21)] i€ [N

(9) become
(11)
(12)

In this case, the update equations in (8)

Or11 = 0: + v [ Vologmg, (2)dps(2),

Ht+1 = (ld + ’Vf [vz log 0441 (Z)k(zv )
V()] (2)2) g

Finally, we can approximate the two intractable inte-
grals using a set of N interacting particles, {zi}V ;.
Based on this approximation, we arrive at Alg. 1.

Naturally, we would like to establish the convergence of
this algorithm to the minimizer of (6, u). In App. A.1,
we establish that F(6;, pt) converges exponentially fast
along the continuous-time SVGD EM dynamics, under
a fairly natural gradient dominance condition. Here,
we focus on the discrete-time case. We will require the
following assumptions, which extend those introduced
in Salim et al. (2022).
Assumption 1. There exists B > 0 such that, for all
z€Z, ||]€(Z, ')H’Hm ||VZ]C(Z, )HH <B.
Assumption 2. The Hessian Hy of —logm is well
defined, and 3 M > 0 such that ||Hy||op < M.
Assumption 3. For all 0 € O, there exists X > 0 such
that po(-|x) satisfies Talagrand’s T1 inequality with con-
stant X. That is, for all p € P1(Z), Wi(p,po(-|z)) <
QKL(MH)\peHr)) )

Remark 1. These assumptions are rather mild. For
example, the T1 inequality holds if po(-|x) satisfies a
logarithmic Sobolev inequality with constant A > 0 (Vil-
lani, 2008, Theorem 22.17). In turn, this holds if
z — —logmg(2) is strongly convex.

Theorem 1. Assume that Assumptions 1 - 3 hold.
Suppose 0 < v < ., where

—1
oLt {1 1 [V log pe, (0[2)]|

= aB? ¢ (13)

-1
+M/Z|\lepet(2|x)dz+M W}

Then, for all t > 0, there exist positive constants
A1, Ay > 0, given in Appendiz (B.2), such that

F(Orp1, 1) — F (O, pe) < (14)
— 7 [ALlIVoF (Or, )|y + A2l|Su, Vs F(Orra, p)|[3,] -

We prove this Theorem in App. B.2. An immediate
consequence is the convergence of HV@}"(Qt,ut)H%de
and ||S,, Vw, F (0141, pe)||3, to zero, under appropriate
conditions on the learning rate v. We provide a precise
statement of this corollary in App. A.

Naturally, the convergence of this algorithm depends on
the learning rate v > 0. Indeed, this is the case for any
algorithm obtained as the discretization of a gradient
flow associated with the free energy functional, includ-
ing those recently studied in Akyildiz et al. (2023);
Kuntz et al. (2023). If v is too large, the algorithm
is unstable and the parameter 6 and particles {2},
will diverge. If v is too small, the algorithm will con-
verge slowly. Empirically, Kuntz et al. (2023) noted
the significant challenges associated with appropriately
setting the learning rate parameter simultaneously for
the parameters and the latent variables. This is also
observed in our own empirical results (see Sec. 4). To
address this issue, we now propose a tuning-free algo-
rithm for minimizing the free energy, which removes
entirely the need for user-chosen learning rates, and
leads empirically to significantly faster convergence
rates.

2.3 Minimizing the Free Energy using Coin
Betting

Our approach is based on the learning rate free opti-
mization techniques introduced in Orabona and Pal
(2016a,b); Orabona and Tommasi (2017), and their
recent extension to optimization problems on spaces
of probability measures (Sharrock and Nemeth, 2023).
In particular, our method can be viewed as a hybrid
between the coin betting techniques from Orabona and
Pal (2016a), which we use for the optimization over ©,
and one of the coin sampling algorithms from Sharrock
and Nemeth (2023), which we use for the optimization
over P2(Z). The resulting algorithm, which we term
Coin EM, represents an automatic, general-purpose EM
algorithm, which does not require a user-defined learn-
ing rate, and outperforms existing algorithms across a
range of applications (see Sec. 4).
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Algorithm 2 Coin EM

1: Input: number of iterations T, number of particles N, initial particles {zé}fil ~ Lo, initial 6y, target m,

(1+ X X Vo log mo, (22),0 — 60))

kernel k.
2: fort=1,...,T do
3:
0 g1 i ¥ X0 Velog o, (1)
t = 0o ;
i, T L k(e 2V logmo, () + V k(2] 21)
Zt = ZO =

t

X (1 + Ei:l(% Z;V:1 k(21,20)V, logma, (27) + Vzgk‘(zg, 2b), 2 — zé}) , 1 E[N].

4: return 07 and {z5}N .

We begin by recalling the coin betting framework from
Orabona and Pal (2016a). Consider a gambler making
repeated bets on the outcomes of a series of adversarial
coin flips. The gambler’s goal is to maximize their
wealth, starting from some initial wealth, wy = 1. In
each round of the game, ¢t € N, the gambler bets on
the outcome of a coin flip, without borrowing any
additional money. The gambler’s bet is encoded by
0; € R, where the sign indicates whether the bet is
a heads or tails and the absolute value indicates the
size of the bet. The gambler’s wealth thus accumulates
according to w; = wqg + Zi:l csbs, where ¢; € {—1,1}
denotes the outcome of the coin flip. The gambler’s bets
are restricted to satisfy 6; = Srw;_1, where 8; € [—1,1]
denotes a betting fraction, meaning the gambler can
only bet a fraction [3; of their accumulated wealth up
to time ¢, and cannot borrow any additional money.

One can use this coin betting game to solve convex op-
timization problems of the form 6, = arg mingcga f(6),
for some convex function f : R? — R. In partic-
ular, by considering a coin betting game with out-
comes ¢; = —Vf(0;), and replacing scalar multipli-
cations with scalar products in the framework de-
scribed above, Orabona and Pal (2016a) proved that,
under certain assumptions on the betting strategy,
[ Zzzl 0s) — f(04) at a rate determined by this
strategy. In the case that |¢;| < 1, a standard choice
for the betting fraction is 8; = %Zi;ll cs, known as
the Krichevsky-Trofimov (KT) betting strategy after
Krichevsky and Trofimov (1981). This choice results
in the sequence of bets

t—1
_1Cs _
0, = Brwy—1 = %(1 + 5 e 8,)). (15)
A similar approach can also be used to solve sampling
problems, based on the perspective of sampling as

2 If, instead, |c¢| < L, for some constant L > 0, then one
can replace ¢; by its normalized version. If this constant is
unknown, then it can be replaced by an adaptive estimate.
We provide details on this approach in App. D.

an optimization problem on the space of probability
measures, viz, (i, = argmin,cp, z) F(u). In this case,
several modifications are required. First, in the ¢*®
round, one now bets z; — zgp, rather than z;, where
zp is a random variable distributed according to some
initial po € P2(Z). In this case, viewing z; : Z2 — Z
as a function that maps zo — 2:(z0), one can define
a series of ‘betting distributions’ u; € P2(Z) as the
push-forwards of pg under z;. This means that, given
20 ™~ Mo, 2t ™ fht-

As shown in Sharrock and Nemeth (2023), this frame-
work can be used to obtain a sampling algorithm by
setting F(u) = KL(||7), and considering a betting
game in which ¢, = =P, Vw, F(1¢)(2;). The unknown
(1t)ten are then approximated using a set of N parti-
cles. This results in a learning-rate free analogue of
SVGD, referred to as Coin SVGD. Empirically, this ap-
proach has demonstrated competitive performance with
SVGD, with no need to tune a learning rate (Sharrock
and Nemeth, 2023; Sharrock et al., 2023).

Extending this approach, we can obtain a learning-rate
free algorithm for MMLE in latent variable models.
In particular, to minimize the variational free energy
F (6, 1), we consider a coin betting game involving two
players, whose outcomes in the t'" round are given
by cgl) = —VoF (0, 1) and 62(52) = =P, Vi, F(0r, 1it),
respectively.? By combining the original coin betting
algorithm in Orabona and Pal (2016a,b) to optimize
F(0, 1) over § € O, and the Coin SVGD algorithm
in Sharrock and Nemeth (2023) to optimize over p €
P2(Z), we now have a learning rate free method for
solving (2). This approach, which we refer to as Coin
EM, is summarised in Alg. 2.

In Theorem 2, we provide a convergence result for a
version of Coin EM in the population limit. Analyzing

3 Alternatively, one can consider this as a betting game
involving a single gambler, who bets on two sets of
in%eracting outcomes given by ct1 = —VoF(0s, 1) and
) = ~Pu Vw, F (O, ).
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the convergence of this scheme is extremely challenging,
and requires an additional technical assumption that
it is unclear how to verify in practice. Nonetheless, we
include this result in the interest of completeness. We
will require the following assumptions.

Assumption 4. The function (0,z) — —logmy(z) is
strictly conver.

Assumption 5. There exists L > 0 such that
Vo log mo, (2)|; [V 2, log(75-) (20)[| < L for t € [T].

Theorem 2. Assume that Assumptions 4, 5, and
8 (App. B.4) hold. Then the marginal likelihood
0 — po(x) admits a unique maximizer 6*. In addi-
tion, writing pu* = pg«(-|x), it holds for all T > 1 that

1 1w o (1
}—<T§9t’T§ut>_}-<9’M):O<\/T>.
(16)

We provide a full statement of this result in App. A.3,
and its proof in App. B.4.

Computational Complexity. The computational
complexity of both SVGD EM and Coin EM is
O(N?T[eval. cost of (Vglogm, V,logm)]). To allevi-
ate the cost w.r.t. the number of particles N, one
can approximate the sum Zj\]:l over the particles by
subsampling (Li et al., 2020), or by using a random
feature expansion of the kernel (Rahimi and Recht,
2007). Meanwhile, in big data settings where comput-
ing (Vglogm, V. logm) is expensive, these gradients
can be replaced with stochastic estimates obtained by
subsampling mini-batches of the data (e.g., Welling
and Teh, 2011; Liu and Wang, 2016).

3 RELATED WORK

Comparison with Kuntz et al. (2023) and
Akyildiz et al. (2023). In a recent paper, Kuntz
et al. (2023) revisited the perspective of MMLE as the
minimization of the free energy, proposing the gradient
flow in (4) - (5) to minimize this functional. In contrast
to us, their algorithms are based on the observation
that (4) - (5) is a Fokker-Planck equation satisfied by
the law of

dé, = [ng log g, (Zt)d,ut(z)}dt, (17)
dz; = V. log mg, (2¢)dt + v2dw;. (18)

By approximating this SDE using a system of interact-
ing particles {z] }5_\7:1, and discretizing in time, Kuntz
et al. (2023) obtain the particle gradient descent (PGD)
algorithm. Akyildiz et al. (2023) have since analyzed
an extension of this algorithm, which includes a noise
term in the 6 dynamics in (18), allowing them to obtain
a non-asymptotic concentration bound for 6.

Kuntz et al. (2023) also develop two variants of PGD.
The first is Particle Quasi-Newton, which includes a pre-
conditioning term in the 6 dynamics (Kuntz et al., 2023,
App. C). In principle, one could obtain a similar version
of SVGD EM based on the techniques in Detommaso
et al. (2018). The second is Particle Marginal Gradi-
ent Descent, in which the 6 update in (18) is replaced
by 0; = 0.(ny), where 0.(u) = arg min, e p(z) F(O, ),
which can be applied whenever it is possible to compute
p— 0. (p) in closed form (Kuntz et al., 2023, App. D).
In a similar vein, we can obtain marginal variants of
our algorithms. These are given in App. C.

Learning-rate free methods for optimization and
sampling. The idea of using coin betting for parameter
free online learning was first introduced in Orabona and
Pal (2016a,b) and has since been extensively developed
by Orabona and coworkers (Orabona and Tommasi,
2017; Jun et al., 2017; Cutkosky and Orabona, 2018;
Jun and Orabona, 2019; Chen et al., 2022a,b). On the
other hand, aside from Sharrock and Nemeth (2023);
Sharrock et al. (2023), the literature on learning-rate
free sampling methods is sparse. In practice, the stan-
dard technique when using gradient-based methods is
to use a grid search, running the algorithm of choice for
multiple learning rates, and selecting the value which
minimizes an appropriately chosen metric. While there
have been some efforts to automate the design of effec-
tive learning rate schedules (Chen et al., 2016; Li et al.,
2016; Coullon et al., 2021; Kim et al., 2022), typically
these approaches still rely on various hyperparameters.

4 NUMERICAL EXPERIMENTS

We now benchmark SVGD EM (Alg. 1) and Coin
EM (Alg. 2) against other comparable approaches.
In all experiments, we use the RBF kernel k(z,z') =
exp(—+||z — 2’||?), with the bandwidth h chosen ac-
cording to the median heuristic (Liu and Wang, 2016).
We provide additional experimental details in App. E,
and additional numerical results in App. F. The code
to reproduce our results can be found on GitHub at
https://github.com/chris-nemeth/coinem.

4.1 Toy hierarchical model

We begin by considering a toy hierarchical model
from Kuntz et al. (2023). Suppose that we ob-
serve data © = (z1,...,74,) ', generated according to
x| 2 bR N(zi|z:, 1), where z; S N(6,1), for some
parameter 6 € R. Our model is thus given by

(2 =0  (zi—=2)
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Figure 1: Results for the toy hierarchical model. MSE of the parameter estimate 6; as a function of the
learning rate after T' = 500 iterations (a); and MSE of the parameter estimate (b) and the posterior mean (c) as
a function of the number of iterations, using the optimal learning rate from (a).

In this case, the marginal likelihood 6 — py(z) has a
unique maximum given by 6, = d;* Z?;l x;, and one
can obtain an explicit expression for the corresponding
posterior py, (-|z) (Kuntz et al., 2023, App. E.1).

In Fig. 1, we evaluate the performance of SVGD EM
and Coin EM on this model, setting d, = 100 and
6 = 1. We also include results for PGD (Kuntz et al.,
2023) and SOUL (De Bortoli et al., 2021). In this case,
both of our methods generate parameters 6; which
converge rapidly to 6., and particles {2}, whose
mean converges to the corresponding posterior mean
(Fig. 1(b) - 1(c)). Even in this toy example, it is clear
that PGD, SOUL, and to a lesser extent SVGD EM,
are very sensitive to the learning rate (Fig. 1(a)). If the
learning rate is too small, then convergence is slow; if it
is too large, then the parameter estimates are unstable
and may fail to converge (see also Fig. 8 in App. F.1).
Coin EM circumvents this problem entirely, obtaining
comparable or superior performance to the competing
methods, with no need to tune a learning rate.

In Fig. 2, we further investigate the performance of
our methods, plotting the posterior variance estimates

from Coin EM and SVGD EM in the case d, = 1.

In this case, there is a significant bias when using a
small number of particles, an observation which also
holds true for other particle-based methods such as
PGD (Kuntz et al., 2023, Figure 2). This should not
be a surprise: even if the parameters were fixed, the
SVGD updates in Alg. 1 would only converge to the
true posterior in the mean-field limit (e.g., Liu, 2017;
Duncan et al., 2023; Korba et al., 2020; Salim et al.,
2022). Nonetheless, as is evident in Fig. 2, this bias
can be all but eliminated by taking a sufficiently large
number of particles. In any case, in terms of posterior
variance, Coin EM and SVGD EM are once again
comparable or superior to the optimal performance
of PGD and SOUL (Fig. 2(c)). Additional results,
illustrating the robustness of our method to changes
in the number of particles (Fig. 6, Fig. 7) and the
initialization (Fig. 9), can be found in App. F.1.

4.2 Bayesian logistic regression

We next consider a standard Bayesian logistic regression
with Gaussian priors, fit using the Wisconsin dataset
Wolberg and Mangasarian (1990). In this case, the
latent variables are the regression weights. We place an
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Figure 2: Additional results for the toy hierarchical model. Estimates for the posterior variance in the
case d, = 1 obtained using (a) Coin EM and (b) SVGD EM, as a function of the number of iterations. In (c),
we plot the MSE of the posterior variance estimate as a function of the learning rate, for Coin EM, SVGD EM,
PGD, and SOUL, after T' = 250 iterations and with N = 50 particles.
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v 800

isotropic Gaussian prior N'(614_,514.) on the weights,
and aim to estimate the unique maximizer 6, of the
marginal likelihood. We provide full details on this
model in App. E.2, and additional results for an alter-
native model in App. F.3.

In Fig. 3, we compare the performance of our algo-
rithms with PGD (Kuntz et al., 2023), PMGD (Kuntz
et al., 2023), and SOUL (De Bortoli et al., 2021). We
first plot an illustrative sequence of parameter esti-
mates (Fig. 3(a)) for each method, initialized at zero,
using N = 100 particles and T' = 800 iterations. All
methods converge to approximately the same 6,. In
this case, Coin EM converges noticeably faster than
its competitors. The same is true when the param-
eter is initialized further from @,, in which case the
shorter transient period exhibited by Coin EM is even
more pronounced (Fig. 10 in App. F.2). Interestingly,
by increasing the learning rates of PGD, PMGD, and
SOUL, one can improve their convergence rates, but
this comes at the cost of a (significant) bias in the
resulting parameter estimate (Fig. 11 in App. F.2).

Meanwhile, the posterior estimates obtained by each
method are rather similar, as is their predictive per-
formance. In fact, in this case the predictive power
of the posterior approximations obtained by all of the
methods are robust both to the choice of learning rate
(Fig. 3(c)) and the number of particles (see Fig. 12
in App. F.2). This can be attributed to the relatively
simple nature of the posterior, which is both peaked
and unimodal; see also (Kuntz et al., 2023, Sec. 3.1),
(De Bortoli et al., 2021, Sec. 4.1).

4.3 Bayesian neural network

We now consider an example with a notably more
complex posterior, namely, a Bayesian neural network
(see App. E.4 for full details). We consider the setting
described in Section 5 in Yao et al. (2022); Section 3.2
in Kuntz et al. (2023), using a simple two-layer neural

network to classify MNIST images (Lecun et al., 1998).
The input layer consists of 40 nodes and 784 inputs,
while the output layer has 2 nodes. The latent variables
are the weights w € R™**40 and v € R?*40 of the
output and input layers. We place zero mean isotropic
Gaussian priors on the weights, with variances e2® and
€28 respectively. Rather than assigning hyperpriors to
0 = (o, B), we will learn these parameters from data.

In Fig. 4, we plot the test error achieved by Coin EM,
SVGD EM, PGD, and SOUL for different numbers
of particles.* For the learning-rate dependent meth-
ods, we use the best learning-rate as determined by a
search over a fine grid (see Fig. 14 in App. F.4). In this
example, Coin EM offers comparable or superior perfor-
mance to the best competing method (PGD’). While
the initial convergence of PGD’ is typically slightly
faster, the asymptotic error of Coin EM is consistently
lower, particularly for small numbers of particles. In
fact, our methods are generally more robust to changes
in the number of particles (Fig. 15 in App. F.4), the
need for a scaling heuristic to avoid ill conditioning
(Fig. 14 in App. F.4), and, of course, the learning
rate (Fig. 16 in App. F.4). In App. F.5, we provide
additional results for another Bayesian neural network
(see App. E.5 for details), with similar conclusions.

4.4 Latent space network model

Finally, we consider a latent space network model (Hoff
et al., 2002; Loyal and Chen, 2023). Such models as-
sume that each node in a network has an unobserved
latent position in a low-dimensional Euclidean space,
and that the probability of a link between two nodes
7 and j depends on the distance between their latent
variables ||z(;) — z(;)||. Latent space network models
can account for transitivity, homophily, and other net-

4We also include results for SVGD EM, PGD, and SOUL
when using a scaling heuristic recommended in (Kuntz et al.,
2023, Sec. 2), designed to stabilize the updates and avoid
ill-conditioning (SVGD EM’, PGD’, and SOUL’).
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Figure 4: Results for the Bayesian neural network model. Test error over 7" = 500 training iterations, for
different N. For all learning-rate dependent methods, we use the best learning rate as determined by Fig. 14.

work properties, and provide a natural way to analyze
social network data. In particular, the estimated latent
positions can be used to visualize the network, and
also for downstream tasks such as node classification
or community detection through clustering.

Here, we consider fitting a latent space network model
to a dataset curated by Beveridge and Chemers (2018),
which consists of a sequence of binary undirected net-
works indicating whether or not an interaction occurred
between two characters in the TV series Game of
Thrones, with one network for each of the eight seasons
(see App. E.6 for further details).

In Fig. 5, we plot the latent representation of the
character interactions obtained using Coin EM. Plots
for the other algorithms are given in App. F.6. In
this case, we find that the latent representations ob-
tained via Coin EM successfully capture several natural
groupings of the characters, and how these groupings
evolve through the first three seasons. For example, the
latent representations of characters with significant in-
teractions (e.g., Daenerys and Jorah in Season 1; Arya
and the Hound in Season 3) tend to appear in similar
clusters. Meanwhile, this is not the case for the latent
representations determined by PGD (Fig. 19 in App.
F.6) or SOUL (Fig. 20 in App. F.6), both of which fail
to capture known relationships between characters, or
how these evolve.

5 DISCUSSION

Summary. In this paper, we introduced two new algo-
rithms for MMLE in latent variable models, including
one which is entirely tuning-free. Our first algorithm,
SVGD EM (Sec. 2.2), can be viewed as a particular
form of gradient descent on the free-energy functional
F over the product space © x Py(Z). Our second al-
gorithm, Coin EM (Sec. 2.3), is entirely different, and
leverages coin betting ideas to remove any dependence
on learning rates.

Limitations and Future Work. We highlight sev-
eral limitations, as well as some directions for future
work. First, similar to SVGD, our algorithms have a
O(N?) cost per update. This compares unfavourably
to the O(N) cost for PGD (Kuntz et al., 2023). Second,
our convergence results for SVGD were derived in the
population limit. In principle, one could obtain finite-
particle convergence rates for SVGD EM using the
techniques in Shi and Mackey (2023), or by considering
‘virtual particle’ variants of SVGD EM, extending the
approach in Das and Nagaraj (2023). Finally, even in
the population limit, the convergence result for Coin
EM was obtained under a technical sufficient condition,
which it is unclear how to verify in practice. The prob-
lem of establishing the convergence of Coin EM without
this assumption remains an interesting direction for
future work.
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Tuning-Free Maximum Likelihood Training of Latent Variable Models
via Coin Betting: Supplementary Materials

A ADDITIONAL THEORETICAL RESULTS

We will require the following additional notation. We will write Let (I, || - |l) denote the Cartesian product of the
Euclidean space (0, || - ||gas ) and the Hilbert product space (Hya., || - H,Hdz) with norm || - ||y defined according
to [1(6, HIIZ = 1161124, + \|f||2 . for § € © and f € H?. In addition, we will write Vi F = (V4F, S, Vi, F) € U.

A.1 SVGD EM: Continuous Time Results

In this section, we study the properties of the SVGD EM gradient flow, which we recall is given by

00

aftt = —VoF (0, t1t), VoF (0, 1) = /Ve log 7y, (2) e (2)dz, (20)
0

% = =V, F (0, pt) Vo F (O, piz) == =V - (Mt [vawz]:(euﬂt)})v (21)

where Vi, F (0, pt) = V, log ( ) denotes the Wasserstein gradient of F(6;,-) at y;. This gradient flow was
obtained by replacing the Wasserstein gradient appearing in (4), (7) with its kernelized version, P, Vi, F (6y, tit)-

We first provide a result which quantifies the dissipation of the free energy along the trajectory of the continuous-
time SVGD EM dynamics.

Proposition 1. The dissipation of the free energy along the SVGD EM gradient flow (20) - (21) is given by

dF (0
APOL) — [ (9t 9 o0 [, () (”)

Proof. See App. B.1. O

Remark 2. We can identify the second term in (22) as the Stein Fisher information of u; relative to the posterior
Do, (-|x) Duncan et al. (2023); Korba et al. (2020), written

ot 2
ISteln(:U’tlpat( “T - ||S/J«tv IOg <p0t(|x)) H’Hz (23)

This quantity is sometimes also referred to as the squared kernel Stein discrepancy (KSD).

Since both of the terms on the RHS in (22) are negative, Proposition 1 shows that the free energy decreases
along the SVGD EM gradient flow. Under some additional assumption, we can actually establish convergence of
the two terms on the RHS to zero. First, we will require the following rather mild regularity condition on the
marginal likelihood; see also (Kuntz et al., 2023, Assumption 1).

Assumption 6. The super-level sets of the marginal likelihood py(x) are compact. That is, the set {6 € © :
po(x) > ¢} is bounded for all ¢ > 0.

Proposition 2. Let (0;);>0 and (uy)i>o0 be solutions of the SVGD EM gradient flow (20) - (21). Suppose
that Assumptions 1, 2 and 6 hold. In addition, suppose that there exists a positive constant C' > 0 such that
[ z||pe(z)dz < C for allt > 0. Then

Jim [V (01, ue) ° + ]S, V- log< )HW] =0. (24)

Proof. See App. B.1. O
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Remark 3. We note that, as an alternative to Assumption 2, we could instead impose separate assumptions on
the existence and boudedness of the Hessian Hy, of the function V, : © — R, which maps 6 — —logmy(z) for
fized z € Z; the Hessian Hy, of the function Vp : Z — R which maps z — —logmg(z) for fizred 6 € O; and the
matriz Hy, _ : R% — R% , which contains the mized partial derivatives of V. Indeed, for certain results, e.g.,
Theorem 1, we only require boundedness of the ‘diagonal blocks’ of the Hessian Hy of the function V : © x Z — R,
Vi (0,z) — —logmg(z), which is strictly weaker than Assumption 2. For ease of presentation, in this case we
choose to work directly with the Hessian Hy of V', as a function of both variables.

In order to establish exponential convergence along the SVGD EM gradient flow, we will require an additional
condition, which characterizes the properties of F around its equilibria. We assume a particular ‘gradient
dominance’ condition, which represents a natural extension of the corresponding conditions used for Euclidean
gradients flows - the Polyak-Lojasiewicz inequality - and for the SVGD gradient flow - the Stein log-Sobolev
inequality Duncan et al. (2023); Korba et al. (2020).

Assumption 7. There exists A > 0 such that F satisfies the following gradient dominance condition

1
0, 1) — i 0.u) < — 2 2
F (O, ) W)Ergg;)z(z)f( ) < 2AI\Vufllu (25)

Proposition 3. Assume that Assumption 7 holds. Then the free energy F(0, ) decreases exponentially fast
along the SVGD EM gradient flow. In particular,

‘F(ehut) - min ‘F(Ghu) < 672)\t []:(907HO) -

F(0 . 26
(0,1)E0x P2 (Z) (60, )] (26)

min
(0,1)€0xP2(Z)
Proof. See App. B.1. O

A.2 SVGD EM: Discrete Time Results

We now consider the forward Euler discretisation of the dynamics in (20) - (21), as given in (11) - (12). For
convenience, we recall these update equations again now:

Ous =0+ [ Valogmo,(2)dun(2) (27)

Hi+1 = <1d + '7/ [vz IOg T, 11 (Z)k(zv ) + Vzk(zv )] ,ut(z)dz) M- (28)

#
The updates in (27) - (28) represent the population limit of SVGD EM (Alg. 1). In Theorem 1, we established a
descent lemma, guaranteeing that, given a suitable choice of the learning rate -, the free energy decreases at each
iteration of the SVGD EM algorithm. As a corollary to this result, we now obtain a discrete time convergence rate

for the average of ||V F(0;, fu1)|[24, and [|S,, Vv, F (0141, ,ut)Hild,z. In particular, we have the following result.
k
Corollary 1. Let o > 1, and v < min ——2. ). Then, defining ¢, =~ (1— [MAM+a®) By
y AR v, M’ (M+a®)B ) gy =7 2 )

discrete-time, population-limit, SVGD EM updates in (11) - (12) satisfy

jmin (1Yo b 1)l oo + 118 Vs FBrn, 1) - ) (29)
T .
1 F (6o, pro) — mingg, yeoxpy(z) F (6, 1)
<72 (10 G, 10) o + 1180 Vs F s i)l ) < T
Proof. See App. B.3. O

A.3 Coin EM

In this section, we outline how to establish convergence of the population-limit of an ‘ideal’ version of the Coin
EM algorithm (Alg. 3). In particular, for this result, we will consider a version of the Coin EM algorithm in
which the outcomes observed by the two gamblers are cgl) = —VyF (0, ) and ct = —Vw,F (0, pt), rather
than cg ) = —VoF (04, p) and ct = —P,,Vw,F (6, 1t) as in the original Coin EM algorithm (Alg. 2).
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Algorithm 3 Coin EM (Ideal Algorithm, Population Limit)

1: Input: number of iterations 7', number of particles N, initial particle zy ~ pg, initial 6y, target m, kernel k.
2: fort=1,...,T do

3:
t—1 t—1
057 S
0= 0y ==t VPOl (S, 0, ). 0, - 00). (31)
s=1
> P Vs F (0, 1) (25) 1
o =z — 2s=l D wtz 55 s) (2 (1= (P, Vwa F 0, ) (24), 25 — 20)), (32)
s=1

4: return 61 and zr.

In order to establish the convergence of this algorithm, we will require an additional technical assumption on the
transport maps defined by (32) in Alg. 3. We emphasize that it remains a challenging open question how to
verify this assumption in practice; see also the discussion in Sharrock and Nemeth (2023). We leave this question
to future work.

Assumption 8. There exists a transport map Tﬁg*("z) : R — R% from pg to pe-(-|z), where 0° =
arg maxgcg po (), and a constant K > 0, such that

T
Z thﬁ*m) 0 2 — TEo*(19) < KT In [poly(T)], (33)
t=1

L2 (o)

where, for each t € [T, tfli*('lx) : R4 — R? denotes the optimal transport map from p; to pe-(-|x) (e.g., Brenier,
1991), and z; : R? — R? denotes the transport map from g to py as defined by (32) in Alg. 3.

This assumption represents an extension of Assumption B.1” in Sharrock and Nemeth (2023). It can, in some
sense, be interpreted as a bound on the sum of the distances between some fixed transport map from g to
po~(-]z) - e.g., the optimal transport map tﬁ‘g*('li) - and the maps (], o z;)sc(7) from g to pe-(-|z), which first
transport po to (u4¢)ie[r) according to the transport maps (z;).ec[r) defined by Alg. 3, and then map (u)¢eir) to

7 via the optimal transport maps (tﬁf*("z))tem.
We are now ready to provide a full statement of Theorem 2.

Theorem 2. Assume that Assumptions 4, 5, and 8 hold. Then the marginal likelihood 0 — py(x) admits a unique
mazimizer 0* = argmaxgeg po(x). In addition, writing p* = pe~(-|z), it holds for all T > 1 that

T T
f(thzlot,Tt;ut) ~ F(0*,p*) < T{2+K\/Tln[poly(T)]+|0 — 6o|[\/TIn (1 + 24T2[[6* — 652)  (34)

—|—/ "Tﬁg*(‘lm)(z) - ZH\/T]D (1+ 24T2Hﬂfg*('|m)(z) - ZHQ)uo(z)dz .
R

B PROOFS OF THEORETICAL RESULTS

B.1 Proof of Propositions 1, 2, and 3.
Proof of Proposition 1. Using differential calculus in the product space © x P2(Z), and the chain rule, we have
that

df(eta ,Ut)

i = (=VoF (01, 11t), VoF (01, pit) ) gao + (P Vv, F (O, 1), Vv, F (01, 1)) L2 (1)

|| VoF Br, 1) ||ty — |[S1as Vs F (B, 1) ||y (35)
k

where in the second line we have used the fact that, given u € P2(Z), and functions f,g € L?(u), ’HZZ, it holds
that (f,t9)r2(u) = (*f,9)gga- = (Suf,9) 4=, since the adjoint of the inclusion ¢ : H — L*(u) is ¢* = S,,. To
k k
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obtain the first term on the RHS of (22), we can now just substitute the expression for VoF (6, i) from (20)
into the first term on the RHS of (35). For the remaining term, recalling the definition of 7y(z), namely,

mo(2) = po(z,x) = po(z|x)pe(x), we have

s (35) =7 (o imen) =4 () &

where the final equality follows from the fact that py, (x) is independent of z. Substituting this into (35) completes
the proof. O

Proof of Proposition 2. We use similar arguments to those in the proofs of (Kuntz et al., 2023, Theorem 3) and
(Korba et al., 2020, Proposition 8), adapted appropriately to our setting. For notational convenience, let us define

18 ) = [IVoF (Be, ) lgao + 1180, Viwo F (Brr, o) |3y - (37)

We start by establishing that, under the stated assumptions, there exists a positive constant § > 0 which
guarantees that

< BI(O:, pe). (38)

dI (6, put)
dt

We will then show that this implies convergence of (6, ;) to zero. To prove (38), we first compute

AI(0y, ) d d
YO O ) s + 1S w0, F 00 )] Py (39)
Ilfl)wt’ﬂt) 152)(9&/%)
We begin with I.V(6;, ). Let us define v, = VoF(br, ) = — [ Vglogm,(2)u(z)dz and w, =

Sy Vo F(0r, pe) = Sy, V1og(£E). We then have

d d
I(l)(Ot,,ut) = & HUtH]]Qng = 2<’Ut, avt>RdG' (40)

We now need to obtain %vt. Using the chain rule, and then integration by parts, we have

%vt __ / L 19, log ma, (=) ()] dz (41)
= /dt Vo log o, (2)] e ( dz—/Vg log 70, (2 )aa’f( )dz (42)
—— [ Vi 1ogma, (a(2) Gz — [ Volog o, (). - (wi(pu(2))ds (43)
- / V2 log o, (2) e ue(2)dz + / VoV log o, (2) wi(2)pe()dz. (44)

It follows, in particular, that

do
‘gt,/ﬁt :_QZZ/Ut V2 log g, ( )L vl (= dZ—G—ZZZ/vt VoV logm, (2)];; wi(2)p(2)dz.

i=1 j=1 i=1 j=1
(45)

For the second term, we will work component Wise First, using the notation w; = (w},... m}fz), we have

[Jwe| |5, = ZJ L ||thHk Thus in particular, I (Qt,,ut) 5 Z] L HwiHHk = 223 1<w§, (?tw{ﬂ[k It remains
to compute the components 3 wt7 for j € [d.]. Starting from the definition, using integration by parts, the chain



Louis Sharrock, Daniel Dodd, Christopher Nemeth

rule, and then integration by parts again, we have

Gt = 3 [ ket o tog (1) (e

de o,

— i / / / !/ !
= / g H@Z; log g, (2')k(2", 2) + 0.1 k(2 ,z)} ez )} dz
/ / 90, / /
= <V@6z; log 7g, (2" k(% 2), E>Rd9 pe(2)dz
- / [az; 10g UrA (Z/)k(z/a Z) + 84]6(2/7 Z)] %Mt('zl)dzl

- /<V982J/ log mg, (2')k(2', 2), ve) gay e (2')d2’

+ / (V. {az; log g, (2" k(2 2) + 841«(2’,;2)} s wy(2')) ga. e (2')dz’

- /<V9(‘32;_ 1og779t(z’)k’(z’,z),vt>Rd9ut(z')dz'

d-
+ /Z [822(‘32]/_ log o, (2')k(2', 2) + 0.1 log mg, ()02, k(2 2)
i=1

102,00 k(, 2)| wi (2 ) ()2

(46)

(47)

(48)

(50)

Now, using the fact that each component of wf is an elements of the RKHS Hj, and thus satisfies the reproducing

property wi (z) = (w!, k(z,-))3, , we can rewrite the previous display as

de d.

120 ) =233 / 0} VoV log g, (2)]; wi (2) e ()
i=1 j=1
d d,

+2 Z Z/ [@i 0., log m, (z)wi(z) + 0., log g, ()0, w{(z) +0.,0., wi(z)] wg (2)pe(z)dz.

i=1j=1

Substituting (45) and (51) into (39), before once more making use of the reproducing property, we thus have

dg dp

L) 230y [l [-Vhlogm )], of (s

i=1 j=1

do d. ‘ _
+2 Z Z / vy [Vo V., log mg, (2)];; wi (2) e (2)dz

i=1 j=1

d, d,
+2 Z Z/ [8Zi82j log mg, (2)w] (2) + 0., log ma, (z)@zj wi (2) + 0 8ziw§(z)] wi (2)pg(2)dz

i=1 j=1
dg dp d

do d: d:
=2 > wAl + Y > (B )i + )Y (wi, Gl w ),

i=1 j=1 i=1 j=1 i=1 j=1
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where in the final line we have defined

A7 =2 [ [-00,00, og 7o, () (02) (54)
BY—2 / k(2, )0, 0. log 0, ()14 (2)d2 (55)
Cii = 9 / h(z 2,)9..,0., log m(2)a (2 (') d=d 2!

+2 / 0. k(= /)0 Tog o, (2) e (2)dz g (')A

+2/a Kz ) © 0, k(2 e (2) e ()l (56)

We now need to bound each of these terms in an appropriate sense. In particular, if we can show that HAU [lop < D1,
1B |3, < Da, and ||Ci7||s < Ds, for all t > 0, where || - ||op denotes the operator norm, and || - ||as denotes
the Hilbert-Schmidt norm, then it follows immediately that

d,
1 .
<Dlzllvtll2+D2d 2 Z”UtH )? ZHthHk S+ Dad. Y Jlwil

i=1 i=1

< D (1[vtl ey + 2llorl o el g + Hwtniiz) < 2D (JlerllBa, + lherl 0. ) = BI0r i), (57)

dI(au Mt
dt

where in the first ling we have used the Cauchy-Schwarz inequality, in the second line we have defined the constant
D = max(Dq, éng d?,Dsd.), and in the final line we have used a? + 2ab + b* = (a + b)? < 2(a® + b?), and set
B = 2D. Tt remains to obtain the bounds on A, B and C}.

For the first term, we just require the boundedness of the Hessian Hy, : R% — R% of the function
V. :0 — —logmy(z), for each z € Z, which is guaranteed by Assumption 2. In particular, by Assumption
2, we certainly have that ||Hy,||op < M, from which it immediately follows that ||A}’||op < 2M. For the second
term, once again using Assumption 2, as well as the bound of the kernel (Assumption 1), we have

17 s <2 15zl 00,92 Tor o, (2 (2 < B (58)

For the final term, we argue similarly to in (Korba et al., 2020, Proposition 8). In particular, using the boundedness
of the Hessian Hy, : R — R% of the function Vjy : z — —log mg(z) for each § € O, which is an immediate
consequence of Assumption 2, and the boundedness of the kernel and its gradient (Assumption 1), we have

105 lus < 2 / 52 100 105.0, 1o o, (2) e ()2 (2 )l gy e ()2
+2/|\azlk NIt 9=, log o, () (= dz/nk ity ae ()4

2 (/ 1k (2, -)||q.¢k/¢t(z)dz>2 < 2p? (M + / 10, log 7, (2)| e (2)dz + 1) . (59)

To bound the remaining integral, we use the fact that |logmy(z)| < |9,, log my(0)| + M||z||, which follows from
Assumption 2. It follows that

J10- 10 ma lnudz) < [ 0. 0 mo(0)] + Mzl u(2)dz < [0, logma(0)] + MC. (60

Substituting (60) into (59), we thus have that ||C{||gs < 2B%(1 + M + CM + |8., log mg(0)|). Thus, setting
Dy = 2M, Dy = BM, D3 = 2B*(1 + M + CM + |0, logme(0)]), and using the argument in (57), we have
established the result in (38).

It remains to establish that 7(6;, u:) — 0. Once more, we will utilize some of the ideas from the proofs of (Kuntz
et al., 2023, Theorem 3) and (Korba et al., 2020, Proposition 8). We begin by observing that the free energy can
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be written as

F(0,p) = / V. log <:9> j(2)dz = / log (W) j(2)dz = / log (pgf(tfx)) 1(2)dz — log po(x). (61)

KL(pe|po, (+]2))

Rearranging (61), using the non-negativity of the KL divergence, and finally the fact that the free energy dissipates
along the flow of the SVGD EM dynamics (Proposition 1), it then follows that

logpe, (z) = —F(0r, pe) + KL (e |pe, (+2)) > F (04, pe) > F (0o, pro)- (62)

Under Assumption 6, the set Oz, = {6 € O : logpy(x) > F (6o, t0) } is compact. This, along with (62), immediately
implies that (6;);>0 is relatively compact. We now return to (61). In particular, once more rearranging this
equation, we have that, for each ¢t > 0,

Geigff KL(pe|po(-|z)) < KL(pe|po, (+|7)) = F (01, pe) + log po, (x) (63)
0
< F(bo, pro) + log pe, (x) < F(bo, o) + ,Sup log pg (). (64)
€0 Fx,

It thus follows, using also the fact that the KL divergence has compact sub-level sets in the weak topology (van
Erven and Harremos, 2014, Theorem 20), that the family (u;):>o is weakly relatively compact. Based on these
two observations, and also the (weak) continuity of I(6, 1), we can conclude that sup;~q (s, pt) < co. Thus,
using the bound (38) that we established earlier in the proof, we have that | & 1(6;, pi)| < K for some K > 0.

Finally, we are ready to show that I(0;, u:) — 0. We follow closely the final part of the proof of (Korba et al.,
2020, Proposition 8), which we can now apply almost verbatim. For the interested reader, we also provide the
details here. We will argue by contradiction. In particular, suppose that I(6, pi), so that there exists a sequence
tm — 0o such that I(0y,,, ttm) > € > 0. In addition, since |5 1(6;,6;)| is bounded, it is uniformly K Lipschitz in
time. Thus, there exists a sequence of intervals J,, of length %, and centered at t,,, such that I(6;, ;) > § for
all t € Ji. Finally, integrating the dissipation over s € [0,t], we have

F(O.) = Fboupo) = Fa6) = [ 160.00ds > 3 o (@)

m:t,, <t

F (6o, o) — i
(00, p0) (e,u)enélxnpg(z)

which diverges as t — oo since the subsequence t,,, — co. But this is contradiction, since F (6, 1g) < co. This
completes the proof.

O

Proof of Proposition 3. Suppose we write J* = min,,)coxp,(z) F (0, ). Proceeding almost identically to the
start of the proof of Proposition 1, we have

%(f(eta/ﬁt) - F) (66)
= (=VoF (01, 1), VoF (0r, pit) ) gag + <_PUth2]:(9t7Mt)7VWZI(9t7Mt)>L2(Nt) (67)
=~ [IVoF (Or, 1)l [0 — 1S, Vs F (01, pie)7,2- (68)
< 2N (F(Oyy 1) — F*). (69)

where in the final line we have used the gradient dominance condition (Assumption 7). The conclusion now
follows straightforwardly via Gromwall’s inequality. O

B.2 Proof of Theorem 1.
Proof. For fixed t € Ny, consider the following decomposition

-7:(9t+1,,ut+1) - F(Qt,,ut) = f(9t+1,,ut+1) - -7:(9t+1,/lt) +}'(9t+17ut) - ]:(ety,ut)~ (70)
I I
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We will deal with (I) and (II) in turn, beginning with (II). First, for each 7 > 0, and for fixed t € Ny, let
0, = 0y — TVoF (0, 11). We then have 0y = 0, and 6, = 0, — YVoF (0, 1) = 041. We also have that
0, = —VoF (0, e+1) and 0, = 0, where here we emphas1ze that - and -- denote derivatives with respect to the
continuous 7 € R, rather than the discrete ¢t € Np.

In addition, suppose we let g(7) = F(0-, pt). We then have g(0) = F(0y, p1) and g(y) = F (041, ). In addition,
using a Taylor expansion, we have that

9() = 9(0) +74'(0) + / 'y~ 1) (r)ar. (71)

Let us identify the remaining terms in this expansion. Using the chain rule, and in the second line also the fact
that 6, = 0, we have that

g'(r) = (0-, VoF (07, j1e))mao = = (VoF (0r, pue), VoF (0r, 112)) g (72)
9"(7) = 0+, VoF (Or. 110)0rpas = (VoF (0, f1e), Hesso(F)(0r, 1) VoF (O, 110)) et (73)
where Hessg(F) denotes the Hessian matrix of F(-, ). Thus, ¢'(0) = —|[VoF (0, pe)|[2a,, and g"(7) <
M||VoF (0, p1t)l|2a,, the latter by Assumption 2. Putting everything together, we thus have that
2l
FOrs1, e) < F(Or, p1e) = AIVoF (01, pe)l[3a, + M/ (v = IVoF (s, p1e) [y AT (74)
0
2 M~® 2
< F (O, 1) = NIVoF (Or, 1)y + —5—1IVoF (01, 1)l (75)

which implies, in particular, that

M~
Fllrprspnr) — FOr ) < — (1 - ) V6 (00, )| (76)

We will use a very similar argument to obtain an upper bound on (I). Here, we follow rather closely the proofs of
(Korba et al., 2020, Proposition 5) and (Salim et al., 2022, Proposition 3.1), adapted appropriately to our setting.
In the interest of completeness, we provide this argument in full.

For 7 > 0, let ¢, = id — 7&, where £ = P,g € L*(u) p € P2(Z), for some g € L?(uu), and where id denotes
the identity operator. In addition, let p; = (¢;)gp. By definition, we then have that py = p; and py = 1.
Finally, let & = S,g, with {(z) = {/(2) for all z € Z. We begin by observing that, for each (0,z2) € © x Z, the
reproducing property and the Cauchy-Schwarz inequality yield the bounds

d.

€I =D (k2 ), €030, < 112, ) By 1€ 02 < B2[¢17,a. (77)
i=1
d,
176 Ifis = D (9=,k(z,), €03, < Z 110=, (2, M NI€N 5, = 1VEC, N 1€, < BPIE N ans (78)
4,j=1 i,5=1

where in each case the final display follows from Assumption 1. Suppose, in addition, that for some a > 1, the
step size -y satisfies

a—1
ez < S (79)
It then follows from the previous bound that, for any T € [0, 7],
a—1
ImIEE) lop < IITTE) s < ¥BIIE e < —— < 1. (80)

where J denotes the Jacobian matrix. This establishes that J(1,)(2) = id — 7J€(2) is regular for all z, and that
¥, is a diffeomorphism for each 7 € [0,7]. In addition, we also have the bound

() HopsZHTJf OPZ( ) | (81)
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Now, let us define h(r) = F(0:41,p-). Using the definition above, we have that h(0) = F(0y1, ) and
h(v) = F(0¢41, pt+1). Now, via a Taylor expansion,

h(y) = h(0) +~vh'(0) + /OA/ (v — )" (T)dT. (82)

Similar to before, we need to identify the final two terms. We first recall, from (Villani, 2003, Theorem 5.34),
that the velocity field which rules the time evolution of p, is given by w, € L?(p,), defined according to
wy(2) = —£(71(2)). Then, by an appropriate version of the chain rule (e.g. Villani, 2003, Section 8.2), one can
show that

h/(O) = 7<VW2f(0t+17/Lt)a§>L2(,u,t) = 7<S/Ltvw2f(9t+l7/’Lt)7€/>HZZ (83)
h'(1) = Eenp, [(wr(2), Hess.(—logmg, ,, (2))wr (2)] + Eenp, [ (wr(2))l[fis] (84)
hi(T) ha (1)

It remains to bound these two terms. Recalling that p, = (¥, )gu; and w.(z) = —£(¢71(2)), and using
Assumption 2, we have

hl(T) =E:~p, [(wr(2), Hess(—log 7y, , (2))w-(2)] (85)

E.np, [(€(71(2)), Hess(—log mg, ., (2))€(v7 ' (2))] (86)

= Eznp, [(§(2), Hess(—log o, ,, (2))¢(2))] (87)

< ME..,, [lIE)I?) < MB2|I¢'| 3. | (38)

where the final inequality follows from the the bound in (77). For the remaining term, by the chain rule, we have

Jw,(2) = JEW(2))(Jb) 7w 1(2)). Tt follows that

ho(7) = Eany, [|19 (- (2 |%s (89)
E.np, [[I7E@7 () (T97) 7 (071 (2)lfis] (90)

*Ezwu [||J§ Jvr)” ( )||HS} (91)
Eonp [I176(2 IIHSII(JwT) L(2)12p]) < a®B (1€ (92)

where the final display follows from the bounds in (78) and (81). Clearly, we would like to apply these results
with &€ = & = Py, Vw, F (Orq1, p1e), & =& = Spu, Vv, F (041, 14¢), which corresponds to the SVGD EM update. In
this case, substituting (83) and (84) back into (82), and using (88) and (92), we have that

F(Or1, preg1) < F(Orgrs pe) = VS, Vv F (041, :ut)”?sz (93)
+ (M +o?) B? /07(7 — NSu, Vi, F(Or 41, ut)llizz dr (94)

< F(Org1, 1) — "YHS#thQ‘F(et-Flnut)”fZsz (95)

= () B2, Tw F O ol (96)

and thus, in particular, that

(M + o*)B*y

F(Org1s preg1) — F(Orpr, pre) < — (1 - 5

) 1S, Vv, F (041, Mt)”izz- (97)

In order to apply these results to obtain (97), we need to show that the sequence (&;):cn satisfies the required

condition on the step size in (79). In particular, we need to establish that, for each ¢t € N, under the assumption

that v < 4, it holds that

a—1
aB '

,YHSMVWz]:(et-i-lth)HHiZ < (98)
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In fact, we will establish this bound by proving that, under our assumptions, a slightly stronger result holds,
namely, that for all § € ©, where © = {0; }+¢n, it holds that

a—1

’YHSMth2‘F(97Mt)||7-[ZZ < aB

(99)

Similar to the proof of (Salim et al., 2022, Theorem 3.2), we prove this via induction. First note, arguing similarly
to the proof of (Salim et al., 2022, Lemma C.1), that for each 6 € O,

18, PO, s = IEwme [V 0870 (2K (2, )+ Vak (2, g (100
< Bonp || Velogmo(2)k(2, lpgae + Eanp [V (2, ) |lg0- (101)
< B[1+ |V 1ogpo(0fa)]| + ME-, 1]} (102
< B[1+ [ ogpo(Ole)|| + M [Wa(po (). d0) + Wa (s, po( )] (103
< B |14V togpu(Ofo)]| + M [ [lllpaele)d + a1 QKL(’“"A'“(’] (104
— BCy + By 2L Pe(12) (105)

A

where (101) follows from the triangle inequality, (102) follows from Assumption 1 and Assumption 2, (103) follows
from the triangle inequality for the metric Wy, (104) follows from Assumption 3, and in the final line we have
defined

Cop=1+[|V.logpe(0|z)|| + M/ l|2||pe(z]x)dz. (106)
z

Now, suppose that 0 < < ~*. Then, using the definition of 7* given in Theorem 1, and the bound in (105), it
follows straightforwardly that, for any 6 € O,

2KL ‘|l
S0 Vs (O, 10) . < v | BCo + BM (“A”W')] (107)
a-1 2KL (0][ps(]2) | 2KL (0] [pa(-|7)
My ———————= B BMy ————~ "~ 1
S OB Cg —+ 3\ Og + \ ( 08)
a—1
a-1 .
-~ aB (109)

This establishes that (99) holds for ¢ = 0. We now prove the inductive step. Suppose that, for each t € [T"— 1],
0 < v <~* implies that, for each 6 € ©,

a—1
aB -’

S Vo F (0, )32 < (110)

Using this assumption, we can substitute (83) and (84) into (82), and use (88) and (92), but now with { =
P,,Vw,F(0, ). This implies that, for all ¢ € [T — 1], and for all 6 € ©,

M + o?)B?
FO. 1) = F O < = (1= S 18, T 0.l (1)

Thus, in particular, F (0, ur) < F(0, o) for all 6 € O. It follows straightforwardly that

BC, +BM\/2KL MT}UP@( |2)) — BC, +BM\/2 }'(H,MT); log pg(z)] (12)
§19c79+151\4\/2 F(a’“(’);logpe(x)] BCy +BM\/2KL/‘0|A|P&($)

(113)
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By combining this display with the bound in (105), and arguing as in (109), we then have the required result in
(99). In particular, for all § € ©, we have

IN

’)/HSMTVWZJ:(H /.LT)HHdz <~ |BCy+ BM\/ BCy —|—BM\/

2KL{urloat |x>>] -

2KL(pollpo(|z)) | _ a—1

A aB '

(114)

This completes the proof of (99), which in turn implies (98), and thus (97). Finally, combining (76) and (97), we
have the desired bound,

M M + o?)B?
Frspsn) = FOrupm) < = | (1= 22 ) 190 G0 )l + (1= G220 18, T 00, By |
(115)
This completes the proof of Theorem 1, with constants
M M B2
Alzl_i, A2:1_m. (116)
2 2
O
B.3 Proof of Corollary 1.
Proof. Using Theorem 1, iterating, and using the definition of ¢, given in Corrolary 1, we have that
F(Or+1, pr+1) — F(bo, po) < *CWZ ( Vo F (61, )l[as + ||S/L1VW2]:(9t+1,Ht)H§.[Zz >a (117)
Thus, rearranging, and using the fact that ming ,ycoxp,(z) < F(0r41, tr41), we have as required that
T .
1 F (0o, po) — mingg yyeoxpy(z) F(0, 1)
730 (190l + 18, T F O, i ) < Guor @700y
t=0
O

B.4 Proof of Theorem 2

Proof. Under Assumption 4, the marginal likelihood 6 — pg(x) admits a unique maximizer 6* = arg maxycg po()
(Kuntz et al., 2023, Theorem 4). Thus, in particular, the free energy (6, 1) — F(0, 1) admits a unique minimizer
(0%, u*), with p* = pg-(-]x) (Kuntz et al., 2023, Theorem 1).

Next, once more appealing to Assumption 4, the function (6, u) — F(0, u) is (geodesically) convex on the product
space © X P2(Z). In particular, convexity w.r.t. the first argument follows directly from the definition of the
free-energy, while geodesic convexity w.r.t. the second argument follows from (Ambrosio et al., 2008, Proposition
9.3.2, Theorem 9.4.12). We thus have, using Jensen’s inequality for (119) and the first-order characterization of a
(geodesically) convex function (e.g., Ambrosio et al., 2008, Chapter 10) for (120), that

ln, 1w 1 &
F<Tt=210t’Tt=21m> — F(0", 1) ?tzl[]-'(é)t,pt)—.?(&*,u*)] (119)

< VoF (0r, i), 00 — 0% )pay

IN

A
Nl
Mﬂ

t

T Z/Rdz =V, F (0, e (2 )’tﬁ:( z) — z)Ra- pht(2)dz. (120)

The required bound given in Theorem 2 (see App. A.3) now follows from existing results, arguing as in the proof
of (Orabona and Pal, 2016a, Corollary 5) with ¢ = 1 to bound the first term,” and arguing as in the proof of
(Sharrock and Nemeth, 2023, Proposition 3.3’) with wy = 1 and replacing Vi, F () — Vw, F(6¢, 1¢) to bound
the second term. O

SFor an informal overview of this approach, see also Part II of Orabona and Cutkosky (2020).
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C MARGINAL SVGD EM AND MARGINAL COIN EM

In certain models, the M step is tractable. In other words, it is possible to derive a tractable expressmn for
0. (1) = argmax, cp, z ]—'(9 u). Thus, in partlcular given the empirical measure pv = L Z _10.i, we can
compute 0, (z1V) 1= 9 ( Ny, where 2 N = (z%,...,2Y) € ZN. In such cases, instead of SVGD EM (Alg. 1) or
Coin EM (Alg. 2), we can use marginal variants of these algorithms, in which the 6 updates are now exact.

Algorithm 4 Marginal SVGD EM
1: input: number of iterations 7', number of particles IV, initial particles {2}, ~ po, initial 6, target density
m, kernel k, function p — 60,(u), learning rate ~.
2: fort=1,..., T —1do
3:  For i e [N]

i 0 i i j i i
L= 2 2 S B 2V log . () (o) + Vg k(e, 2D)

4: return 07 and {25}V,

Algorithm 5 Marginal Coin EM
1: input: number of iterations 7', number of particles IV, initial particles {2}, ~ po, initial 6, target density
m, kernel k, function p — 0, (u).
2: fort=1,...,T do
3:  Forie [N]

S AN k(e )V dog mp, any () + Viaik(2], 21)
t
x (L4 (& S k(2 20) V. dog mg, oy (1) + Viaik(2d, 28), 28 — 24))

4: return 7 and {25}V,

D ADAPTIVE COIN EM

In Sec. 2.3, the update equation given in (15), and thus the update equations in Alg. 2, were given under
the assumption that the sequence of outcomes, in this case (¢f)ierr) = (VoF (0r, i ))ier) and (¢} )iepr) =
(Pu. Vw, F (04, 1)) ieqr), were bounded above by 1 (see the remark in Footnote 2). In practice, of course, this
may not be the case. If, instead, there exists a known constant which upper bounds (¢f )¢e(r] and (¢}')¢e(ry, then
one can simply replace these quantities by their normalized versions in Alg. 2. In the more unlikely scenario that
such a constant is unknown, we can instead use an adaptive version of Coin EM, in which an empirical estimate
of this constant is updated as the algorithm progresses; see (Orabona and Tommasi, 2017, Sec. 6) and (Sharrock
and Nemeth, 2023, App. D) for precedents. This algorithm, which we recommend and use in all experiments, is
summarized in Alg. 6.

In addition, once more following (Orabona and Tommasi, 2017, Sec. 6), whenever we apply Coin EM to a
Bayesian neural network (see Sec. 4.3 and App. E.4), we further alter the parameter update equation in Alg. 6
to read as

t—1
Zs 1 Cg,j R?»j
0 0 (1 + %
max(GY ; + L g j»100LY ;) Ly ;

Gt,j = 907]' + ), (121)

with an analogous modification for the particle update equation. It is worth noting that both of these adaptive
versions of the Coin EM algorithm remain entirely tuning free.
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Algorithm 6 Adaptive Coin EM

1: input: number of iterations 7', number of particles IV, initial particles {z{}; ~ po, initial fp, target density
m, kernel k 4 4 ,

2: initialize: for i € [N]: L§; =0, G§ ; =0, Rf ; = 0; for i € [N] and j € [d], Lg; = 0, G§7; = 0, Rg"; = 0.

3: fort=1,...,T do

4:  Compute
1 o :
&g = ¥ Evg logma, ,(2]_1) (parameter gradient)
j:
5. forj=1,...,dy do
6: Compute
Lfyj = max(Lffl’j, |cf7j|) (max. observed scale)
G?’j = G?,Lj + |cf,1’j| (sum of absolute value of gradients)
Rf’j = maX(Rffl’j + (cfﬁl,j, 0i—1,; — 0o,5),0) (total reward)
Semicly o Ry
0 =00, + =2 (1+—2). arameter update
t,j 0,5 Gg,j ) ( Lij) (p p )
7. fori=1,...,N do
8: Compute
N . .
&l = =5 Z (2]_1,2i_1) Vi logmg, (2] 1) + Vaik(zl_ 1, 2i_1) (particles gradient)
9: for j=1,...,d, do
10: Compute
Ly = max(L]", o |cifl’j|) (max. observed scale)
G7i =G S lety Sl (sum of absolute value of gradients)
R” = max(R}", 5t <ctf17j, zi 1= 264),0) (total reward)

t—1 =z 2,1
Zs:l Cs,j (1+ Rt,j)

2=t , : ). (particles update)
W e I

11: output: 07 and (25)N

E ADDITIONAL EXPERIMENTAL DETAILS

We implement all of the algorithms using Python 3 and JAX (Bradbury et al., 2018). We perform all experiments
using a MacBook Pro 16" (2021) laptop with Apple M1 Pro chip and 16GB of RAM.

E.1 Toy hierarchical model

Implementation Details. For the results in Fig. 1, we initialize all methods with 6, ~ N(0,0.1%) and
zh ~ N(0,1). We use N = 10 particles and run each algorithm for 7" = 500 iterations. Additional results for larger
numbers of particles are given in App. F.1. In Fig. 1(a), we run each algorithm over a grid of 50 logarithmically
spaced learning rates v € [107°,10%]. We use Adagrad Duchi et al. (2011) to automatically adjust the learning
rates of SVGD EM and PGD. In Fig. 1(b) and Fig. 1(c), we run each algorithm using the learning rate which
obtained the lowest final iterate MSE in Fig. 1(a).

For Fig. 2(a) and Fig. 2(b), we run the algorithms for 7' = 5000 iterations, and report the empirical variance of
the latent particles (z{)Y, for each ¢ € [0,T]. In Fig. 2(c), we run each algorithm for T' = 250 iterations with
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N = 50 particles. For Coin EM and SVGD EM, we compute the MSE between the empirical variance of the final
particles (25.)¥ |, and the true posterior variance, which in this case is just given by 0.5 (Kuntz et al., 2023, App.
E.1). For PGD and SOUL, we use the empirical variance of time-averaged particles, due to the noise used in the
particle updates. All results are averaged over 10 random seeds (5 random seeds for Fig. 2(c)), and we report
95% bootstrap Cls as well as the mean.

E.2 Bayesian logistic regression

Model. We consider the setup in (De Bortoli et al., 2021, Sec. 4.1). The observed data is D = {z;, v},
where z; € R% are d,-dimensional real-valued covariates, and y; € {0,1} are binary class labels. We assume
the labels g; are conditionally independent given the features x; and the regression weights z € R%, with

p({yi, xi}|z) = o(xT2)¥[1 — o(xF2)]*~¥ for i € [N], where o(u) := €*/(1 + e*) denotes the standard logistic
function. We place a Gaussian prior on the latent weights, p(z) = N(2]6014.,514.), for some real parameter 6 € R
which we would like to estimate. The model is thus

N
po(z,D) = N(z|014,,514,) H (xTz)y [1- a(xlT v (122)

Data. We fit this model using the Wisconsin Breast Cancer dataset Wolberg and Mangasarian (1990). This
dataset contains 683 datapoints, each with nine features x; € R? extracted from a digitized image of a fine needle
aspirate of a breast mass, and a label y; € {0,1} indicating whether the mass is benign (y; = 0) or malign (y; = 1).
We normalize the features so that each has mean zero and unit standard deviation across the dataset, and use a
random 80-20 train-test split.

Implementation Details. For the results in Fig. 3, following De Bortoli et al. (2021); Kuntz et al. (2023),
we initialize 6y = 0 and z§ ~ N(0,1). In Fig. 3(a) and Fig. 3(b), we use a learning rate of v = 0.02 for PGD,
PMGD, and SOUL, and a learning rate of v = 0.2 for SVGD EM, which typically obtains its best performance
for a higher learning rate than the other methods (see, e.g., Fig. 1(a) or Fig. 2(c)). We run each algorithm with
N = 100 particles for T' = 800 iterations. In Fig. 3(c), we run each algorithm using a grid of 50 logarithmically
spaced learning rates v € [10719,102], using N = 20 particles and T = 400 iterations. We repeat each experiment
over 10 random test-train splits of the data.

E.3 Bayesian logistic regression (alternative model)

In App. F.3, we present results for an alternative Bayesian logistic regression model, which were omitted from
the main text due to space constraints. Here, we provide full details of this model.

Model. We now follow the setup in Gershman et al. (2012). Similar to before, the observed data is given
by D = {x;,y;},, where z; € R% are d,-dimensional real-valued covariates, and y; € {0,1} are binary class
labels. Meanwhile, the latent variables are now given by z = {w,log o}, consisting of a d,-dimensional real-valued
regression coefficients wy, € R%, and a positive precision parameter o € R. Finally, the parameters are given by
0 = (loga,logb), for positive a,b € R.

We assume that the labels y; are conditionally independent given the features z; and the regression weights
z € R, with p({y;,xi}|2) = o(zF'2)¥%[1 — o(2T2)]17¥ for i € [N], where o(u) := e“/(1 + e*) denotes the
standard logistic function. We now also assume that p(wg|a) = N(wy;0,a~ 1) for k € [d,], and place a Gamma
prior on «, so p(a) = I'(a]a,b). In this case, the model is given by

d N
po(z,x) = Gamma(ala, b) H wk;O,afl)Ha(xiTz)yi[l — ozl 2)] Y. (123)

Data. We fit this model to several datasets from the UCI Machine Learning repository Dua and Graff (2019):
the Covertype dataset, which contains 581012 datapoints and 54 attributes, the Banknote dataset, which contains
1372 datapoints and 4 features, and the Cleveland heart disease dataset, which contains 303 datapoints and 13
features. We split the dataset into train-test sets using a 70-30 train-test split.

Implementation Details. For the results in Fig. 13, we initialize ag = 1, by = 0.01, o, ~ Gamma(ag, by),
and w ~ N(0,1/ad). We run each algorithm using N = 10 particles for T = 1000 iterations, over a grid of
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logarithmically spaced learning rates v € [107%,10!]. We repeat each experiment over 10 random train-test splits
of the data.

E.4 Bayesian neural network

Model. We consider the setting described in (Yao et al., 2022, Setion 6.5) and (Kuntz et al., 2023, Sec. 3.2),
applying a neural network to classify MNIST images (Lecun et al., 1998). In particular, we use a Bayesian
two-layer neural network with tanh activation functions, a softmax output layer, and Gaussian priors on the
weights.

In this case, the observed data is of the form D = {z;,v;},, where z; € R™* are 28 x 28 grayscale images of
handwritten digits, and y; € {0,1} are labels denoting whether the image is a 4 or 9. We normalise the 784
features so that each has mean zero and unit standard deviation across the dataset. We assume the labels y; are
conditionally independent given the features x; and the network weights z = (w,v), where w € R4w=40x784 34
v € R%w=2%40 and that

p(yilzi, w) = exp (Z?il vij tanh (228241 wjkxik)) (124)
for ¢ € [n]. We then place Gaussian priors on the weights of input layer and the output layer, viz p(wy) =

N (wy|0,e2*), for k € [784] and p(v;) = N (v]0,e%?) for j € [40]. In this case, rather than assigning a hyperprior
to a and 3, we will learn them from data. Thus, our model takes the form

40 784 N
po(2,D) = [ MCwil0,e*) T A (wrl0, €*®) [ plwilecs, w) (125)
j=1 k=1 i=1

where z = (w,v) € R¥OXT84+2x40 and 0 = (a, B).

Data. We use the MNIST dataset Lecun et al. (1998), which contains 70’000 28 x 28 grayscale images z; € R4
of handwritten digits between 0 and 9, each with an accompanying label y; € {0,1,...,9}. Following Kuntz et al.
(2023); Yao et al. (2022), we subsample 1000 points with labels 4 and 9. We normalize the features so that each
has mean zero and unit standard deviation across the dataset, and split the data using a random 80-20 train-test
split.

Implementation Details. For the results in Fig. 14 - 16, we initialize ag = 0, 8y = 0, and w,iC ~ N(0, e20),
vj ~ N(0, 6260), and run each algorithm for 7" = 500 iterations. In addition, in Fig. 16, we use N = 10 particles,
and run each algorithm for 50 logarithmically spaced learning rates v € [1077,101]. We repeat each experiment
over 5 (Fig. 14 - 4) or 10 (Fig. 16) random train-test splits of the data.

E.5 Bayesian neural network (alternative model)

In App. F.5, we present results for an alternative Bayesian neural network model, which were omitted from the
main text due to space constraints. Here, we provide full details of this model.

Model. We consider the setup described in Hernandez-Lobato and Adams (2015); Liu and Wang (2016). The
observed data is of the form D = {x;, yz}f\i 1> Where z; € R% are d,-dimensional real-valued covariates, and y; € R
are real-valued responses. We assume that the responses y; are conditionally independent given the covariates
z; and the network weights w € R%  and that p(y:|zi,w) = N (yi|f(z;,w),y~ ) for i € [n], where f(x;,w)
denotes the output of the neural network. We place a Gaussian prior on each of the neural network weights,
namely p(w;) = N(w;|0,\71), for j € [dy]. To complete our model, we assume a Gamma prior for the inverse
covariance v € R, and a Gamma hyperprior on the inverse covariance A € Ry, so p(y) = Gamma(y|ay, by)
p(A) = Gamma(A|ay, by). Our model thus takes the form

N d.
po(z, D) = Gamma(y|a,, by)Gamma(\|ay, by) H HN(yAf(x“ w),y N (w0, A7) (126)

i=1j=1

where z = (w,log \,logy) € R%+1+1 and § = (log a,logby,logay,logby). Rather than fixing the parameters
as in Hernandez-Lobato and Adams (2015); Liu and Wang (2016), we allow these parameters to be learned from
the data.
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Data. We fit the Bayesian neural network using several UCI datasets Dua and Graff (2019). The number of
datapoints varies from 506 in the Boston Housing (Boston) dataset, to 11934 in the Naval Propulsion (Naval)
dataset. The number of features is between 4 in the Combined Cycle Power Plant (Power) to 16 in the Naval
Propulsion dataset (Naval). In each case, we normalize the features so that each has mean zero and unit standard
deviation across the dataset, and split the data using a random 90-10 train-test split.

Implementation Details. For the results in Fig. 17, we use a neural network with a single hidden layer and
with 50 hidden units, and a Relu activation function. We use Adagrad Duchi et al. (2011) to automatically
adjust the learning rates of SVGD EM and PGD. We initialize the parameters by setting a., = 1, b,, = 0.1,
ax, = 1, by, = 0.1. Meanwhile, we initialize the particles for the precisions as A ~ Gamma(ay,,by,) and
v ~ Gamma(a.,, by, ), and for the weights w according to zero-mean Gaussians with variance given by the
reciprocal of the input dimension (the latent dimension for the first layer, and the number of hidden units for the
second). We run each algorithm using N = 20 particles for T' = 1000 iterations, over a logarithmically spaced
grid of 30 learning rates v € [107?,101]. We repeat each experiment over 10 random train-test splits of the data.

E.6 Latent space network model

Model. We consider the latent space network model first introduced in Hoff et al. (2002), where, in the context
of social networks, each entity is represented by a node of the network. Edges between nodes indicate connections
between entities. We restricted ourselves to binary undirected graphs, where an edge in the network between
nodes ¢ and j is represented by a binary indicator, y; ; = {0,1}.

The latent space network model Hoff et al. (2002); Turnbull et al. (2019) is popular network model to simplify
complex network data by embedding the network’s nodes in a lower-dimensional space z. A general form of this
model is,

Yij ~ Bernoulli(pi;) i#j; i,j=1...,n (127)
logit(ps;) = 6 + d(z;, 25),

where d(-, -) is a function of the similarity between the latent variables. In this paper, we let d(z;, z;) = ||z — 2|
be the Euclidean distance between z; and z;, although other similarity metrics which preserve the triangle
inequality are also possible.

Data. We use a dataset curated by Beveridge and Chemers (2018) from fan scripts on the website Genius. The
dataset contains the frequency of interactions among characters in the first four season of the TV series Game of
Thrones. Each season is represented by a binary undirected network, where an edge indicates that two characters
interacted at least 10 times in that season. For the purpose of visualization, we filter out minor characters with
fewer than 10 interactions per season. The dataset covers four seasons of the TV series, one network per season,
with n = 165 nodes each season.

Implementation Details. We follow a similar inference scheme as Hoff et al. (2002). Firstly, we find the
maximum likelihood estimates (MLEs) for (6, z) by maximizing the likelihood function (127). Using the MLEs
(6, 2), we initialize PGD, SOUL and Coin EM with 6y = 6 and for i = 1,..., N, set zi ~ N(%,0.1). One of the
well-known challenges of using latent space network models is that a set of points in Euclidean space will have
the same distances regardless of how they are rotated, reflected, or translated. This means that the likelihood
(127) is invariant to transformation of the latent positions z. This issue can be resolved by using a Procrustes
transformation of the latent variables, relative to a fixed point, which we choose to be the MLE, 2. Therefore,
for all 2! in all algorithms we store and plot Z! = argming, tr(2 — Tz})T (2 — Tz!). For the SOUL and PGD
algorithms we use learning rate parameter v = 0.001. For all algorithms we use N = 10 particles at T' = 500
iterations.

F ADDITIONAL NUMERICAL RESULTS

F.1 Toy hierarchical model

In this section, we provide additional results for the toy hierarchical model studied in Sec. 4.1.

Additional results for a different number of particles. We first consider the impact of varying the number
of particles. In Fig. 6 and Fig. 7, we replicate the results in Fig. 1, now using N = 20 and N = 50 particles,
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rather than NV = 10. There is little to distinguish between the two sets of results. In particular, all methods still
converge to 0,; and Coin EM and SVGD EM still tend to achieve a lower MSE than PGD and SOUL. We note
that the appearance of wide blue bands in Fig. 6 and Fig. 7 (and Fig. 1) is an artifact of the plotting resolution,
and the logarithmic scale. In truth, the Coin EM parameter estimates oscillate rapidly as they convergence
towards the marginal maximum likelihood estimate, giving the appearance of these bands at this resolution. This
type of oscillatory convergence is common for coin betting algorithms; see, e.g., (Orabona and Cutkosky, 2020,
pg. 36) for a very simple example.
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Figure 6: Additional results for the toy hierarchical model with N = 20 particles. MSE of the parameter
estimate 6; as a function of the learning rate after 7' = 500 iterations (a); and MSE of the parameter estimate (b)
and the posterior mean (c) as a function of the number of iterations, using the optimal learning rate from (a).
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Figure 7: Additional results for the toy hierarchical model with N = 50 particles. MSE of the parameter
estimate 6; as a function of the learning rate after T'= 500 iterations (a); and MSE of the parameter estimate (b)
and the posterior mean (c) as a function of the number of iterations, using the optimal learning rate from (a).

Additional results for different learning rates. Next, we provide an additional demonstration of how the
choice of learning rate can affect the parameter estimates generated by PGD, SOUL, and SVGD EM. In particular,
in Fig. 8, we plot the parameter estimates generated by SVGD EM, PGD, and SOUL for three different learning
rates: the optimal learning rate as determined by Fig. 7(a), a smaller learning rate, and a larger learning rate ‘at
the edge of stability’. The specific learning rates {Yopt, Ysmall, Viarge } Used in this figure {0.79,0.039, 100.00} for
SVGD EM,° {0.26,0.013,1.15} for PGD, and {0.0013,0.000066, 0.018} for SOUL.

Additional results for a different initialization. We now consider the impact of varying the initialization.
In Fig. 9, we repeat the experiment in Sec. 4.1, but now using an initialization far away from the true parameter
6 = 1. In particular, we now initialize the parameters using 6 ~ A(10,0.1?). The results are rather similar
to before. In particular, Coin EM and SVGD EM both converge rapidly to the true parameter, and tend to
outperform the competitors.

5We note that, when SVGD EM is implemented with an adaptive method such as Adagrad Duchi et al. (2011), as is
the case here, it remains stable even for very large values of the learning rate.



Tuning-Free Maximum Likelihood Training of Latent Variable Models via Coin Betting

T
—— Coin EM

- I —— Coin EM =0 —— Coin EM ]
25 ll ~ = SVGD EM (Optimal LR) 15 l —— PGD (Optimal LR) 4 == SOUL (Optimal LR) ¢
20/l - SVGD EM (Small LR) il -+ PGD (Small LR) - POLE ISR ER
L3 : =—=""02 5‘:‘ ’ i O;U:L i |'|'|'I
© ' © Ji] " X
k] " k] o - - IR | et .
g 10 £ £ 0 N
0.5 ]. ii I e
00 . i
| AT
' -4 AR
0% 20 40 60 80 100 ~o 20 40 60 80 100 0 20 40 60 80 100
Iteration Iteration Iteration
(a) SVGD EM (b) PGD. (c) SOUL.

Figure 8: Additional results for the toy hierarchical model with different learning rates. The sequence
of parameter estimates generated by SVGD EM, PGD, and SOUL, for three different learning rates: the ‘optimal’
learning rate from Fig. 7(a), a smaller learning rate, and a larger learning rate at the edge of stability.
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Figure 9: Additional results for the toy hierarchical model with initialization 6y ~ A(10,0.1). MSE
of the parameter estimate 6; as a function of the learning rate after T' = 500 iterations (a); and MSE of the
parameter estimate (b) and the posterior mean (c) as a function of the number of iterations, using the optimal
learning rate from (a).

F.2 Bayesian logistic regression

In this section, we present additional numerical results for the Bayesian logistic regression model described in Sec.
4.2.

Additional results for different initializations. In Fig. 10, we plot the sequence of parameter estimates
ouput by Coin EM, SVGD EM, PGD, PMGD, and SOUL, for different parameter intializations. In particular, we
now initialize the parameter at 8y = 10 or 8y = —10, compared to 6y = 0 in Fig. 3(a).

In both cases, all of methods converge to a similar value. SOUL is known to obtain accurate estimates of 6.,
in this example De Bortoli et al. (2021), provided the learning rate is suitably small, and thus we use this as
a benchmark. In these examples, where the parameter estimate is initialized far from the true parameter, the
shorter transient exhibited by Coin EM relative to the other methods is even more evident.

Additional results for different learning rates. In Fig. 11, we plot the sequence of parameter estimates
ouput by Coin EM, SVGD EM, PGD, PMGD, and SOUL, for different learning rates. In particular, we now use
smaller learning rates of v = 0.001 (PGD, PMGD, SOUL) or v = 0.005 (SVGD EM), or larger learning rates of
~v=0.1 (PGD, PMGD, SOUL) or v = 0.5 (SVGD EM). For reference, we also include the results for the original
learning rates of v = 0.02 (PGD, PMGD, SOUL) or v = 0.2 (SVGD EM) in Fig. 3(a) (see Sec. E.2).

These figures illustrate the difficulties associated with tuning the learning rate for PGD, PMGD, SOUL and, to a
lesser extent, SVGD EM. In particular, if the learning rate is chosen too small (Fig. 11(b)), then convergence
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Figure 10: Additional results for the Bayesian logistic regression in Sec. 4.2. Parameter estimates 6,
from Coin EM, SVGD EM, PGD, SOUL, and PMGD, initialized at (a) 8y = 10 and (b) 6, = —10.
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Figure 11: Additional results for the Bayesian logistic regression in Sec. 4.2. Parameter estimates 6,
from Coin EM, SVGD EM, PGD, SOUL, and PMGD, using (a) smaller learning rates v = 0.001 (PGD, SOUL,
PMGD) and v = 0.005 (SVGD EM); and (b) larger learning rates v = 0.1 (PGD, SOUL, PMGD) and v = 0.5
(SVGD EM).

to the true parameter 6, is painfully slow. On the other hand, if one selects a larger learning rate (Fig. 11(c)),
convergence is more rapid, but one incurs a (significant) bias in the resulting parameter estimates. This is evident
if one compares the asymptotic parameter estimates obtained in Fig. 11(a) and in Fig. 11(c). For PGD, PMGD,
and SOUL, this bias originates in the bias associated with an Euler-Maruyama discretization of the Langevin
dynamics; see, e.g., the discussion in (Kuntz et al., 2023, Sec. 2). Interestingly, SVGD EM does not seem to incur
this bias to the same extent, despite the error associated with the finite-particle SVGD dynamics. Coin EM, of
course, has no dependence on the learning rate, and is consistent across these experiments.

Additional results for different numbers of particles. Finally, we consider the impact of changing the
number of particles uses in the latent variable updates on the predictive performance. In Fig. 12, we repeat
the experiment used to generate Fig. 3(c), but now using N = 5,20, 100 particles. In this example, we see that
there is little to be gained from increasing the number of particles in terms of the predictive performance, other
than a minor increase in the performance of the learning-rate dependent methods (SVGD EM, PGD, SOUL)
for sub-optimal choices of the learning rate. In this example, the posteriors are peaked and unimodal - see (De
Bortoli et al., 2021, Fig. 2) - and can be approximated well using even a single particle in the vicinity of the
modes.
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Figure 12: Additional results for the Bayesian logistic regression in Sec. 4.2. Test error as a function of
the learning rate, for different numbers of particles.

F.3 Bayesian logistic regression (alternative model)

We now present numerical results for the alternative Bayesian logistic regression model described in App. E.3. In
Fig. 13, we compare SVGD EM and Coin EM against PGD and SOUL, plotting the area under the receiver
operator characteristic curve (AUC) as a function of the learning rate, after running each algorithm with 10
particles for 1000 iterations. For each of the datasets considered, the predictive performance of Coin EM is similar
to the performance of SVGD EM, PGD and SOUL with well tuned learning rates. In comparison to the Bayesian
logistic regression studied in Section 4.2, here the predictive performance of the SVGD EM, PGD, and SOUL is
rather more sensitive to the learning rate, particularly for the Covertype dataset. In particular, in this case there
is a much smaller range of values for which these methods exhibit performance on-par with, or superior to, Coin
EM.
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Figure 13: Results for the alternative Bayesian logistic regression in App. E.3. AUC as a function of
the learning rate, averaged over 10 random test-train splits.

F.4 Bayesian neural network

We now present numerical results for the alternative Bayesian neural network model described in App. E.4.

In Fig. 14, we plot the test error achieved by SVGD EM, PGD, and SOUL for several different choices of learning
rate; and for several different choices of the number of particles. For comparison, we also plot the test error
achieved by Coin EM. We also include results for SVGD EM, PGD, and SOUL when using a scaling heuristic

recommended in (Kuntz et al., 2023, Sec. 2), which is designed to stabilize the updates and avoid ill-conditioning.
We refer to these methods as SVGD EM’, PGD’, and SOUL’.

Unsurprisingly, all methods other than Coin EM are highly dependent on the choice of learning rate. While, in
all cases, we observe that the convergence rate can be improved by increasing the learning rate, this approach can

only go so far. In particular, if the learning rate is increased much beyond the largest values considered in Figure
14, then the updates are likely to become unstable (see, e.g., Fig. 14(m) - 14(0)).
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Figure 14: Additional results for the Bayesian neural network model in Sec. 4.3: learning rate
comparison. Test error achieved over T' = 500 training iterations, for different learning rates.
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In Fig. 15, we further investigate the performance of each algorithm as we vary the number of particles. In this
case, each method is improved by increasing the number of particles. Interestingly, Coin EM is robust to the
number of particles, achieving good predictive performance even when the number is small (Fig. 15(a)). The
same is true, to a lesser extent, for SVGD EM (with or without the heuristic), which performs relatively well
across experiments (Fig. 15(b), Fig. 15(c)). PGD observes a more significant performance increase as the number
of particles is increased (Fig. 15(d)), consistent with the observations in (Kuntz et al., 2023, Sec. 3.2), although
performs relatively well even for small particular numbers with the heuristic (Fig. 15(e)). Finally, even for large
numbers of particles, and when using the heuristic, SOUL struggles to compete with the other methods (Fig.
15(f), Fig. 15(g)).
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Figure 15: Additional results for the Bayesian neural network model in Sec. 4.3: particle number
comparison. Test error over 1" = 500 training iterations, for different numbers of particles. For all learning-rate
dependent methods, we use the best learning rate as determined by Fig. 14.

Finally, in Fig. 16, we provide a comparison of the test accuracy achieved by Coin EM, SVGD EM, PGD, and
SOUL, now over a much finer grid of learning rates.
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Figure 16: Additional results for the Bayesian neural network in Sec. 4.3. Accuracy as a function of the
learning rate, for the MNIST dataset, averaged over ten random test-train splits.
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F.5 Bayesian neural network (alternative model)

We now present numerical results for the alternative Bayesian neural network model described in App. E.5. In
Fig. 17, we compare the performance of Coin EM and SVGD EM on several UCI benchmarks. Once again,
we compare our algorithms with PGD and SOUL. As noted in Sec. 4.3, in this case the performance of the
three learning-rate-dependent algorithms (SVGD EM, PGD, SOUL) is highly sensitive to the choice of learning
rate. In particular, there is generally a very small range of learning rates for which these algorithms outperform
Coin EM. Given an optimal choice of learning rate, the best predictive performance of SVGD EM is generally
comparable with the best predictive performance of SOUL, and better than the best predictive performance of
PGD, though there are cases in which Coin EM and SVGD EM significantly outperform the competing methods
(see Fig. 17(f)).
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Figure 17: Results for the alternative Bayesian neural network in App. E.5. Root mean-squared-error
(RMSE) as a function of the learning rate, for several UCI datasets, averaged over ten random test-train splits.

F.6 Network model

In this section, we provide additional results for latent space network model studied in Sec. 4.4. In Fig. 18 - Fig.
20, we plot the mean of the particles {25}, output by Coin EM (Fig. 18), PGD (Fig. 19), and SOUL (Fig.
20), using N = 10 particles and T = 500 iterations. In this case, each latent variable represents a network node,
which corresponds to a Game of Thrones character. In each plot, Fig. (a) - (d) correspond to Series 1 - 4 of the
TV series, respectively. The nodes are colour coded according to their cluster assignment from running DBScan
Ester et al. (1996).

In this case, only Coin EM is able to successfully capture the subjectively correct relationships between characters.
We experimented with various learning rates for PGD and SOUL and were not able to improve the latent
representation of the nodes to infer useful clusters among the characters. If additional covariate information were
available, e.g. house labels such as Targaryen, Lannister, etc. then it is possible that the additional information
could improve the latent representation for the PGD and SOUL algorithms.
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Figure 18: Additional results for the network model in Sec. 4.4. Posterior mean % Z;\Ll zgp of the
particles generated by Coin EM after T' = 500 iterations.
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Figure 19: Additional results for the
particles generated by PGD after T" = 500 iterations.
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Figure 20: Additional results for the network model in Sec. 4.4. Posterior mean % Ejvzl z
particles generated by SOUL after T' = 500 iterations.
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